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1. **Introduction**

Nearly everyone who has had a problem to solve on a large-scale digital computing machine has probably felt that it would be indeed convenient if one could give the machine his problem in ordinary mathematical language with perhaps a suggestion for a method of solution. We have been motivated by a sympathy for this feeling in writing a program for Whirlwind I that will constitute, we hope, a useful step in the indicated direction. The effect of our program is to create a computer within a computer and the purpose of the present report is to describe this computer and provide a programmer's manual for its use.

The input to the computer is in the form of a paper tape punched on a flexowriter, which is a specially designed typewriter that produces a coded pattern of holes in the tape for each character (including backspace, carriage return, etc.) that is typed. The problem to be solved is typed on the flexowriter in mathematical form using the conventions and notations discussed below. As the resulting tape is fed to the computer the coded characters are translated by means of our program into a set of standard Whirlwind instructions. After the translation is completed, the computer carries out the indicated instructions to solve the problem, presenting the answers requested by the programmer in typewritten form. Examples of typical problems appear throughout the report.

We have attempted to stay as close as possible to ordinary
mathematical notation; however, because of the limitations of the flexowriter and of our program itself, certain typographical conventions must be observed. Programming rules are discussed throughout the report and are summarized in a later section.

2. Basic Operations

All of the lower case letters are available as variables, and equations of the following form are used:

\[ x = \ldots \]

Here \( x \) stands for any lower case letter, and the blank between the equals sign and the comma stands for a mathematical expression involving lower case letters, numbers, plus and minus signs with their usual significance, parentheses, and slanting slashes \(/\) indicating division. Examples of such equations are:

\[
\begin{align*}
a &= 5, \\
y &= -6.3a \\
b &= 0.0053 (a - y) / 2ay,
\end{align*}
\]  

(1)

The computer regards the right hand side of an equation as a set of computational operations to be performed. The result of the series of computations indicated by the right hand side of a single equation is always a number and after the computation is finished this number is stored in the registers assigned to the letter that appears on the left hand side of the equation. Equations are carried out in the order in which they are written. Thus, in the above example the value 5 is first stored in the space in storage assigned to the variable \( a \); it is then called forth in the second
equation as the number stored in the registers assigned to a, multiplied by -6.3, and the result is stored in the space in storage assigned to the variable \( y \). The computer then proceeds to compute the right hand side of the third equation, making use of the numbers stored in the registers assigned to the symbols a and \( y \), and store the resulting number in the space assigned to the variable \( b \). Because of this modus operandi such equations as

\[
\begin{align*}
n &= n + 2, \\
w &= -w;
\end{align*}
\]  

are meaningful. The first of these adds the number 2 to the contents of the storage assigned to the variable \( n \), subsequently storing the result in the same location, and thereby causes the current value of \( n \) to be increased by 2; the second causes the current value of \( w \) to be replaced by its negative.

It should be observed that a letter variable must appear on the left hand side of an equation so that it may be assigned a definite value before it appears on the right hand side of an equation. This principle is illustrated in the set of equations (1) where the variable \( a \) is first set to the value 5, \( y \) is then assigned a value depending on a numerical constant and the current value of \( a \), and so forth. On the other hand a program beginning

\[
\begin{align*}
n &= m - 1, \\
m &= 1,
\end{align*}
\]  

would be incorrect since \( m \) would have no preassigned value when the computer attempted to find the value of \( n \). The meaning of this restriction is, of course, that methods of solution must be
explicitly stated in general.

Basically, the computer performs the elementary operations of addition, subtraction, multiplication and division. Certain conventions of a typographical or interpretational nature should be mentioned in connection with these operations.

A. Parentheses

Only standard parentheses are available typographically. No braces or square brackets may be used. No more than four parentheses may be open in a single equation at any one time, thus,

$$x = a(b + c(d + e(f + g(h + i)(j + k)^2)^{-1})),$$

(4)
is allowed while

$$x = a(b + c(d + e(f + g(h + i(j + k)^2))^3)),$$

(5)
is not. Stated in another way, the number of left parentheses "(" minus the number of right parentheses ")" lying to the left of any point of the equation must not exceed four; otherwise use of parentheses is unrestricted.

B. Division

A little reflection will show that an expression such as

$$a + 2b/c + d$$

(6)
is mathematically ambiguous. The computer of course, assigns a particular interpretation to such an expression. The rules by which it does so can be most conveniently explained as follows: a plus or minus sign has the effect of separating any mathematical expression into two terms to the left and the right of it.
This separation with respect to a plus or minus sign occurring within parentheses only applies, of course, to the total quantity within the parentheses. Thus, if an expression such as that above is written without use of parentheses, the plus and minus signs separate the expression into separate terms. In the case cited, these terms are the quantity $a$, the quantity $2b$ divided by $c$, and the quantity $d$. If in the above example, one had wished that the result should be the sum of $a$ and the quantity $2b$ divided by $(c+d)$, one would have had to include the quantity $c+d$ within parentheses:

$$a + \frac{2b}{c + d}$$

(7)

If, on the other hand, one had wished to consider this quantity as the ratio of the sum $a + 2b$ to the sum $c + d$, then both of these quantities should have been included in the parentheses.

$$\frac{a + 2b}{c + d}$$

(8)

If it is merely kept in mind that pluses and minuses act as separating symbols, no confusion can arise. As a further example, one can write an expression such as

$$cd/a(b + c) + d$$

(9)

The computer interprets this expression as the sum of the quantity $d$ and the ratio whose numerator is the product $cd$ and whose denominator is the product of $a$ with the quantity $b + c$.

One more form of mathematical expression involving division is worthy of comment. The use of more than one division within a single mathematical term is admissible and is correctly interpreted by the computer. Thus $a/b/c$ is properly interpreted as the product of $ac$ divided by $b$. On the other hand the expression
\[ \frac{s}{(b + c/d)} \] (10)

is interpreted as the ratio of \( s \) to the quantity which is formed by adding to \( b \) the ratio \( c \) over \( d \). In the latter case, the quantity within the parentheses is itself interpreted as a single mathematical expression to be evaluated by the computer. In effect, an expression contained within parentheses is isolated from the rest of the equation and the normal rules of multiplication and division apply without regard to the remainder of the equation.

C. **Numerical Quantities**

Although it has been assumed implicitly in writing the above material it is worth stating explicitly that the computer correctly interprets numbers in ordinary decimal notation. No standard form is assumed for numerical quantities by the computer. Thus it interprets correctly such quantities as 0.012, 012, .012, 43, 321 etc., without ambiguity.

D. **Exponents**

Upper case numbers on the flexowriter appear as exponents; there is an upper case minus sign but no upper case plus sign. The computer will handle positive (unsigned) and negative integral exponents. Some examples are:

- \( a = 5^2 \),
- \( b = (a - 2)^{-2} \),
- \( c = (ab^3)^{-5} \),
- \( d = \frac{a(b + c)^2}{(c - a) a^{-3}} \).
3. The Number System

Numbers are stored and arithmetic operations are carried out by the computer in the 24, 6 number system. In this system numbers appear in the machine essentially in the form \( a \cdot 2^b \) where \( a \) is a signed 24 place binary number with \( 1/2 \leq a < 1 \) or \( a = 0 \) and \( b \) is a signed 6 place binary number. Thus, it is useless to supply more than 8 significant decimal figures, although in general no difficulty is caused by supplying more - roundoff occurs automatically. If numbers, including, of course, numbers produced as the result of computations, exceed \( 2^{63} - 2^{39} \) (or, roughly, \( 9.2233995 \cdot 10^{18} \)) in absolute value, an alarm will result. Any integer up to the preceding number can be written explicitly; e.g., 92233140400000000000 is a permissible number. The same number could also be written 9.22331404.10^{18}. It should be noted, however, that the computer first reads in a number as an integer, placing the decimal point only after the number is completely read in. This means that no number is allowed which, without benefit of decimal point, would be interpreted as an integer exceeding \( 2^{63} - 2^{39} \). Otherwise, numbers may be written in quite arbitrary decimal form as has been illustrated to some extent in the preceding examples.

4. Output

The delayed printer is used for output. The current value of any number of letter variables may be printed out by inserting the instruction PRINT followed by the desired letters, followed
by a period. No computation may be performed during a print instruction (e.g., PRINT 3a is not ad-
missible) and commas may, but need not be, inserted between letters. Thus, PRINT x, y, and PRINT xy.
would both cause the current values of x and y to be printed out. The form of the print out is best
explained by examples. If a = 5 currently the instruction PRINT a. would cause a = +.50000000 + 01
to be printed out. The second number; i.e., the + 01, is interpreted as the power of 10 to be mul-
tiplied by the first number. Thus, if a = .05 we should have a = +.50000000 - 01 and if a = - π we
should have a = -31415927 + 01. When a PRINT instruction is performed the first and last characters
to appear as output are carriage returns. If more than 6 variables are called for on a single PRINT
instruction, 6 will be placed on each line, except possibly for the last, of course, and there will
be no line space between lines. For example, the instruction PRINT a, b, c, d, e, f, g, h, : will
produce:

a = + ..
b = + ..
c = + ..
d = + ..
e = + ..
f = + ..
g = + ..
h = + ..
i = + ..

while the instructions PRINT a, b, c . PRINT d, e, f. PRINT g, h, i. will produce

a = + ..
b = + ..
c = + ..
d = + ..
e = + ..
f = + ..
g = + ..
h = + ..
i = + ..

where the dots stand for appropriate numbers.
5. The Instructions SP, CP, SR, and CR

It has been stated that equations are carried out in the order in which they are written. It is clearly desirable to be able to interrupt this order from time to time. We may wish to make the order in which the operations are performed depend on the result of a previous computation. For this purpose, or for purposes of identification in general, equations may be numbered with decimal integers between 1 and 100 inclusive. Thus we may write

\[ 3x = 2, \]

\[ 1y = 0.5(x + 2/x), \]

The first equation is then identified as equation number 3, the second as equation number 1. The equation number always precedes the equation to which it refers.

The effect of the instruction SP followed by an integer from 1 to 100 and a comma is to "transfer control" to the equation with the specified number and to proceed on from that equation. For example, SP 3, would cause equation 3 to be executed next and then the equation or instruction following equation 3 in the order of writing.

In the following we use the number 5 for purposes of illustration; it is understood that any number that has been assigned to an equation may be used. The effect of the instruction CP 5, is the same as that of SP 5, if the last computed quantity is negative; while CP 5, is ignored if the last computed quantity is
positive.

For example, if \( n \) has the value 3 then in the following program
\[
\begin{align*}
e &= n - 5, \\
\text{CP 5,} \\
x &= 3 \text{ ab,} \\
5y &= ax,
\end{align*}
\]
when the instruction CP 5, is reached the equation \( x = 3 \text{ ab} \), will be skipped since the quantity last computed before the CP 5, was \( e = n - 5 = 3 - 5 = -2 \). If \( n \) had the value 5 in the above example then \( e = n - 5 = 0 \). In this case the CP may or may not behave like an SP since 0 may appear as \( +0 \) or \( -0 \). This ambiguity need cause no difficulty in general. If, for example, it is desired to go thru a certain process starting with equation 1 exactly 10 times we may write
\[
\begin{align*}
n &= 0, \\
1 &=, \\
& \cdot \\
& \cdot \\
& \cdot \\
& \cdot \\
n &= n + 1, \\
e &= n - 9.5, \\
\text{CP 1,}
\end{align*}
\]
The quantity \( n \) is thus used as a counter, and \( e \) will then have the successive values \(-8.5, -7.5, -7.5, \ldots, -1.5, +.5\) and we obtain the desired result. Further examples will be given below.

The instruction SR 5, causes equation 5 to be executed next
and then, after equation 5, the equation or instruction following the SR 5,. The instruction CR 5. bears the same relation to SR 5, that CP 5, does to SP 5.,

An SP, CP, SR or CR may not itself be assigned an equation number.

6. **STOP**

The instruction STOP must be placed at the end of every program. Its effect is to stop the computer. This instruction may be given an equation number so that an SP or CP may be used to stop the computation.

7. **The Stop Character**

Flexowriter character number 49 is the "stop code" or "stop character". This character is used by our program in the following way. It may happen, for example, that a fairly large amount of data will be processed in several ways at several different times. Rather than duplicate the long data tape onto the processing program tape in each instance one may simply place a stop character at the end of the data tape. The effect will be to stop the computer temporarily to allow a program tape to be inserted into the tape reader. Computation will then be resumed when the WWI restart button is pushed. Other situations in which this feature may be useful will undoubtedly occur to programmers.

8. **Ignored Characters**

Except when they occur between the digits of a number the following characters are ignored: space, back space, tabulate and carriage return. Any of these characters or any combination
of them, inserted between digits is interpreted as a multiplication sign. Thus \( x = 23 \), (i.e., no characters between the 2 and the 3) would set \( x \) to the value twenty-three while \( x = 2\ 3 \), (i.e., 2 followed by space followed by 3) would cause \( x \) to assume the value 6.

The nullify character is always ignored* so that if a space or other erroneous character is accidently inserted between digits an error may be avoided by simply nullifying the character.

It should be pointed out that superfluous characters are not always apparent from a print. If the combination "space, backspace" or the combination "shift to upper case, shift to lower case" is inserted between digits, the combination, in either case would be interpreted as a multiplication sign. Error may again be avoided in these cases by nullifying the superfluous characters.

9. The Character · Denoting Multiplication

The lower dot of the colon has been filed off on at least one of the flexowriter units available at DCL. This character, or the colon itself, may be used to denote multiplication; e.g., \( 5 \cdot 10^4 \) has the value 50,000 as has also \( 5 \times 10^4 \) where only one or more spaces or tabulates is inserted between the "5" and the "10^4".

*Except in an SP, SR, CP, CR, or STOP instruction. If a typographical error occurs in these instructions, the whole instruction must be nullified.
10. **Examples**

Suppose it is desired to print a table of values of cosine $x$ for $x = 0, 0.1, 0.2, \ldots, 1$ radian and that we decide to use up to the $x^{10}$ term in the power series for cosine $x$. This could be accomplished by the following program:

$$
x = 0,
1 \quad z = 1 - x^2/2 + x^4/2 \cdot 3 \cdot 4 - x^6/2 \cdot 3 \cdot 4 \cdot 5 \cdot 6 \\
+ x^8/2 \cdot 3 \cdot 4 \cdot 5 \cdot 6 \cdot 7 \cdot 8 - x^{10}/2 \cdot 3 \cdot 4 \cdot 5 \cdot 6 \cdot 7 \cdot 8 \cdot 9 \cdot 10,
$$

PRINT x, z.

$\begin{align*}
x &= x + 0.1, \\
e &= x - 1.05, \\
CP 1, \\
STOP
\end{align*}$

We might prefer an iterative scheme to produce the same result. The following scheme has the advantage that the number of terms in the series may be adjusted by changing a single number:

$$
x = 0,
1 \quad y = 10,
\quad z = 1,
2 \quad z = 1 - z \frac{x^2}{y} (y - 1),
\quad y = y - 2,
\quad e = 1 - y,
\quad CP 2, \\
PRINT x, z.
\begin{align*}
x &= x + 0.1, \\
a &= x - 1.05, \\
CP 1, \\
STOP
\end{align*}$
11. Function Subroutines

It is clearly desirable to build into the computer subroutines that compute automatically certain frequently used functions. This process has been begun for our computer and at present the following functions are available:

<table>
<thead>
<tr>
<th>Designation</th>
<th>Function</th>
</tr>
</thead>
<tbody>
<tr>
<td>F^1</td>
<td>square root</td>
</tr>
<tr>
<td>F^2</td>
<td>sine</td>
</tr>
<tr>
<td>F^3</td>
<td>cosine</td>
</tr>
<tr>
<td>F^4</td>
<td>tangent</td>
</tr>
<tr>
<td>F^5</td>
<td>sine^-1</td>
</tr>
<tr>
<td>F^6</td>
<td>cosine^-1</td>
</tr>
<tr>
<td>F^7</td>
<td>tangent^-1</td>
</tr>
<tr>
<td>F^8</td>
<td>secant</td>
</tr>
<tr>
<td>F^9</td>
<td>cosecant</td>
</tr>
<tr>
<td>F^{10}</td>
<td>cotangent</td>
</tr>
<tr>
<td>F^{11}</td>
<td>absolute value</td>
</tr>
<tr>
<td>F^{12}</td>
<td>signum</td>
</tr>
<tr>
<td>F^{13}</td>
<td>exponential (e^x)</td>
</tr>
<tr>
<td>F^{14}</td>
<td>negative exponential (e^{-x})</td>
</tr>
<tr>
<td>F^15</td>
<td>sinh</td>
</tr>
<tr>
<td>F^16</td>
<td>cosh</td>
</tr>
<tr>
<td>F^{17}</td>
<td>tanh</td>
</tr>
<tr>
<td>F^{18}</td>
<td>sech</td>
</tr>
<tr>
<td>F^{19}</td>
<td>csch</td>
</tr>
<tr>
<td>F^{20}</td>
<td>coth</td>
</tr>
<tr>
<td>F^{21}</td>
<td>log_{10}</td>
</tr>
<tr>
<td>F^{22}</td>
<td>log_{2}</td>
</tr>
<tr>
<td>F^{23}</td>
<td>log_{e}</td>
</tr>
</tbody>
</table>
The sine of \( x \) may be obtained by writing simply \( F^2(x) \) and such an expression may be treated arithmetically in the same way as a variable in an equation, for example:

\[
x = 2(F_1(y) F^2(z) + F_{11}(z))
\]

would set \( x \) equal to \( 2(\sqrt{y} \sin z + |z|) \). Subject to the usual restriction on the use of multiple parentheses (no more than 4 open at a time'), computation may be carried out inside the parentheses containing the argument of a function. For example,

\[
x = F^3(x + 2/y(a + b) z^{-1})
\]

would set \( x \) equal to cosine \( (x + 2 z/y(a + b)) \). Further, functions of functions are permitted. For example,

\[
x = F^4(y + F^6(z))
\]

would set \( x \) equal to \( \tan(y + \cos^{-1} z) \) or

\[
x = F^1(F_{11}(a))
\]

would set \( x \) equal to \( \sqrt{|a|} \).

12. Additional Variables and Variable Indices

Subscript numbers are not available on the standard flexewriter so additional symbols for variables are obtained as follows: Any lower case letter followed by a vertical slash followed by an upper case integer between 0 and 1023 inclusive may be used as a variable in precisely the same way the lower case letters alone have been used above. We shall call such variables "superscript variables." Thus \( x|_5^2 = 2n, a|_7^6 = a^7 + b, 6, \text{ PRNIT } a, x|_3^3, c, d|_{75}. \) are legitimate expressions. Any lower case letter may be used as a variable index for superscript variables in the combination lower case letter followed by vertical slash, followed by lower
case letter. For example, when the expression $x | n$ is encountered, the current value of $n$ is taken as the index: if $n = 6$ currently then $x | n$ is at this time treated as $x | 6$.

If, in the expression $x | n$, $n$ has a non-integral value greater than 0.5, the computer rounds $n$ off to the nearest integer. Negative values of $n$ are not permitted in this connection, nor are values between zero and one half inclusive, with the exception that the value zero is permissible if assigned by the specific equation $n = 0$.

The roundoff property can often be used to advantage; e.g., in interpolation in a set of tabular data. Suppose that we are given 10 values $f(x_1), f(x_2), \ldots, f(x_{10})$ of a function at a set of equally spaced points $x_1, x_2, \ldots, x_{10}$. The tabular values can be read in by the equations

$$f |^1 = ,$$
$$f |^2 = ,$$
$$\ldots \ldots \ldots \ldots ,$$
$$f |^3 \ldots \ldots \ldots ,$$

We also require, for the purpose, the set of integers 1 to 10, read in as follows:

$$n = 0,$$
$$1 \quad n = n + 1,$$
$$k | n = n,$$
$$e = n - 9.5,$$

CP 1,

setting $k |^1 = 1$, $k |^2 = 2$, etc.

To find $f(x)$, $(x_1 < x < x_{10})$, by linear interpolation, the following program is used ($h = the difference between x_k and x_{k + 1}$):
\[ j = 0.5 + (x - x|^1) / h, \]
\[ m = k|j|, \]
\[ n = m + 1, \]
\[ d = j + 0.5 - m, \]
\[ y = d \frac{f|n + (1 - d) f|m}{}, \]
giving \( y \) as the desired result.

**Printing Superscript Variables**

The general format of the print-out of superscript variables is the same as for ordinary variables. The instruction PRINT \( y|^5 \).

will cause
\[ y|^5 = . . \]
to be printed out while the instruction PRINT \( b|i| \)
\[ b|^3 = \ldots \]
to be printed if 3 is the current value of \( i \).

**13. SP \( n \), etc..**

It is already possible to change conditionally the order in which operations are performed by using the CP instruction. It is also possible to program such a change by using the following instruction: SP followed by any lower case letter followed by a comma. If, for example, the variable \( u \) has the value 15 when the instruction SP \( u \) is reached by the control then this instruction will have the effect of SP 15,. The instructions CP, SR and CR may similarly be used with lower case letters. For non-integer values of the index, the same restrictions and round-off properties hold as for variable superscript indices.
14. Variables Assigned to the Drum

Superscript variables are ordinarily assigned to MS (magnetic core storage) and there is room for a total of 250 such variables. If additional variables are desired they may be obtained in two ways. The instruction ASSIGN followed by a lower case letter followed by a vertical slash followed by an upper case integer between 1 and 1023 inclusive followed by a comma causes space on the drum to be selected for variables. For example, ASSIGN a\[1000,\]
f自动 reserves space for variables a\[1\] thru a\[1000\] inclusive to the drum and takes up in the storage table for variables in MS the space of only one ordinary superscript variable. Once this assignment has been made, the superscript variables in question may be treated as ordinary superscript variables.

Special provision has been made for assigning tables of values to the drum. Suppose, for example, that we wish to store the values of a function g at the values t\(_1\), t\(_2\), t\(_3\), t\(_4\) of its argument. Let these respective values be assigned the symbols g\[1\], g\[2\], g\[3\], g\[4\] and suppose, for definiteness, that g\[1\] = 2, g\[2\] = 4, g\[3\] = 6, g\[4\] = 0. We already have one method of assigning these variables to the drum:

ASSIGN g\[4,\]

\[
g\[1\] = 2, g\[2\] = 4, g\[3\] = 6, g\[4\] = 0,
\]

Exactly the same thing may be accomplished by writing

\[
g\[N = 2, 4, 6, 0,\]
\]
Any lower case letter may be used in this way but only the upper case letter N may follow the vertical slash. Each value, including the last, must be followed by a comma.

Once variables have been assigned to the drum in this fashion, they may be treated as ordinary variables in exactly the same way as variables assigned to the drum (but not given initial values) by the instruction ASSIGN.

The a|N type of instruction may be used in another way to assign variables (with their initial values) to the drum. Suppose that one wishes to set a|1 = 1, a|2 = 1.5, a|3 = 2, a|4 = 2.25, a|5 = 2.5, a|6 = 3.5, a|7 = 4.5, ... This may be done by writing

a|N = 1.0 (.5) 2.0 (0.25) 2.5 (1) 4.5,

That is, one writes after the equals sign, the value of a|1, then the increment in parentheses, then the value up to which one is to go using this increment, and so on, terminating the instruction with a comma. It is understood that the "a" in the above example may be replaced by any lower case letter but only N may follow the slash.

As another example consider the little routine given in the discussion of interpolation in section 13 for assigning k|1 = 1, k|2 = 2, ..., k|10 = 10. This could be replaced by

k|N = 1 (1) 10,

It should be noted that the operations multiplication, addition, etc., involving variables on the drum will in general take about 30 milliseconds longer per variable on the drum than the same operations involving MS variables. If variables on the drum
are used sufficiently often in a program to make a significant difference in the computer time used, and if there is space for the variables in MS then the variables should be assigned, or re-assigned to MS.

For example, suppose one wishes to introduce 100 values $f^1$ thru $f^{100}$ of a function. If they are assigned by writing out

\[
\begin{align*}
&f^1 = \ldots, \\
&f^2 = \ldots, \\
&\vdots \\
&f^{100} = \ldots,
\end{align*}
\]

then 100 unnumbered equations, the maximum, have been used.

Hence we might assign the values to the drum by

\[
y^N = \ldots, \ldots, \ldots,
\]

and then re-assign them to MS (if they were to be used sufficiently often to make it worth the trouble) by writing something like

\[
\begin{align*}
n &= 0, \\
n &= n + 1, \\
f[n] &= y^N, \\
e &= n - 99.5, \\
CP &= 1.
\end{align*}
\]

It is difficult to say in advance just how many variables may be assigned to the drum for a particular problem. There is a maximum of 3072 (which may be increased at a later date) but the drum is shared by the equations and the drum variables of a program so that in no case could 3072 drum variables actually be used. In any case, if storage is exceeded the automatic post mortem (described below) will inform the programmer where and how the trouble arose.
15. **Differential Equations**

Provision has been made for the solution of ordinary differential equations by the method of Gill—a variation of the 4th order Runge-Kutta technique. In order to make use of this provision, certain conventions must be observed.

1) the letter $t$ must be used for the independent variable.
2) the letter $h$ must be used for the increment in $t$.
3) the upper case letter $D$ is used to denote $\frac{d}{dt}$.

Any ordinary or superscript variable (other than $t$ and $h$) may be used for the dependent variables and for auxiliary variables. A given nth order system must be reduced to a system of $n$ first order differential equations. Suppose then, this reduction having been done, we let $y_1, y_2, \ldots, y_n$ denote the $n$ dependent variables. Our system is of the form:

$$\frac{dy_i}{dt} = f_i(t, y_1, y_2, \ldots, y_n), \quad i = 1, 2, \ldots, n.$$  

The way in which the solution is to be accomplished is perhaps best explained by an example. Suppose that there are two differential equations, that we take $2$ as the initial value for $t$ and that $h = 0.5$. Suppose further, that we wish to print out the solutions for $t = 2, 3, 4$ up to $10$, that the initial values of the $y_1$ are $0$, and that

$$f_1(t, y_1, y_2) = y_2 + 1, \quad f_2(t, y_1, y_2) = -y_1,$$

Our program may then be as follow:

$$t = 2,$$
$$h = 0.5,$$
\[ y^1 = 0, \]
\[ y^2 = 0, \]

1 PRINT \( t, y^1, y^2 \).
\[ e = 9.7 - t, \]
CP 3,

2 \[ D y^1 = y^2 + 1, \]
\[ D y^2 = -y^1, \]
\[ e = -e, \]
CP 2,
SP 1,
3 STOP

It should be observed that \( t \) is automatically increased by the value \( h \) upon completion of the last equation that starts with a D. Of course, any or all of the values of \( t, h \) and the dependent variables may be reset during the computation. One important restriction on the form of a program should be noted. The carrying forward of the solution a single step of length \( h \) actually involves going through the part of the program that starts with the first D equation and ends with the last D equation a total of 4 times. These 4 sub-steps take place automatically but it is essential that all relevant auxiliary computation take place between the first and last D equations. Suppose for example that we were to change the part of the preceding program between equations 1 and 2 as follows:

\[ e = 9.7 - t, \]
CP 3,

2 \[ a = y^2 + 1, \]
\[ D y^1 = a, \]
This change would appear to be innocuous since "a" seems to be appropriately reset before each entry into the differential equations. However, upon completion of the second D equation in each of the first 3 sub-steps, computation would be resumed with the first D equation (and not equation 2) so that "a" would not have the current value of $y^2 + 1$.

Finally, it has been stated that a total of 250 MS superscript variables may be used; this is not true for programs involving differential equations. If there are $k$ equations that begin with a D in a program then $250 - 2k$ MS superscript variables may be used.

6 Post Mortems

Certain automatic post-mortem features have been included but this part of the computer is essentially still in the design stage. Roughly speaking, if a program exceeds storage in any one of several possible ways the computer will tell us where and how storage was exceeded.

If an arithmetic alarm occurs, the programmer will be told the number of the equation in which the alarm occurred and the number of the equation that preceded the alarm. It should be noted here that equations not assigned numbers by the programmer are automatically assigned numbers from 101 to 200 by the computer in the order in which they are written.

The programmer may obtain the values of any variables he desires after an arithmetic alarm by writing the appropriate PRINT instruction as equation 100.
17. Rules

1. Every equation must end with a comma.

2. The nullify character is always ignored except when it occurs between the S and P of SP (similarly for SR, CR, CP, STOP).

3. Except when they occur between the digits of a number or in SP etc., the following characters are ignored: space, back space, tabulate and carriage return. Any of these characters inserted between numbers is interpreted as a multiplication sign.

4. Every PRINT instruction must end with a period.

5. No more than 4 open parentheses may be written in a single equation before one is closed.

6. The instructions SP, CP, SR, CR must be terminated by a comma and may not be numbered.

7. PRINT instructions may be numbered.

8. The instruction STOP may be numbered and may appear only at the end of a program.

9. The instruction ASSIGN must be terminated by a comma.

10. Each assignment of a group of variables to the drum (by either the ASSIGN or the x N type of instruction) uses up the space ordinarily occupied by one superscript variable in the table for superscript variables in MS. With this understanding a total of 250 superscript variables may be assigned to MS.

11. A maximum of 100 numbered equations and 100 unnumbered equations may be used in any one problem.
18. **Temporary Rules and Restrictions**

As of the date at which this report is written the following restrictions are in effect. It is expected that they will be removed in the immediate future.

1. An SR or CR instruction may not refer to an equation that makes use of a function subroutine.

2. Variables may not be assigned to the drum; that is, neither the ASSIGN nor the \( xN \) type of instruction is in operation.

3. Function subroutines \( F^{13} \) thru \( F^{20} \) have not been tested.

All other portions of the program are believed to be operating satisfactorily but exhaustive tests have not been made. Information relative to any troubles encountered in the use of this program would be appreciated by the authors.