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INTRODUCTION

The Larc Scientific Compiler (LSC) is herein described by prose as
well as by detailed flow charts. The major function of each phase is
explained. Following the explanation, flow charts for that phase will

immediately follow.

The peripheral programs associated with LSC are also described
(See LSCN). In that section a description of the input and output sys-
tem available to the object program is contained in the form of prose

and flow charts.,

During implementation, special attention was given to describing the
coding of L.SC with comments. These comments appear in the parallel
code edits of the entire LSC system and should be helpful in going
through the compiler.
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GENERAL FLOW OF CONTROL IN LSC. 0.0

START

LOAD LSCN

1. Control and phase loader.
2. FILE.

3. SORT.

4, Diagnostic system.

Load Phase I

Phase III : Inpuf F3, output more F4,
Associate defining items with
reference to a name,

Generate mode word for item,
File names in F91.

Assign "Parameter'™ to references.
Set up Dimension table.

Detect errors of illegal use of a
name,

o

f

Phase 1.

1.

5.

Analyze source input

a. Found on drum located by CRDRL
Output items to:

F2, F3, F4, F91, F93.

{error items to F92 in all phases.)

F4 now has items for the entire
program (except FORMATS and
Hollerith arguments of calls.)

SORT F4 on the Phase I assigned
sequence number. (puts all express-
ions in "POLISH" form.)

SORT F2 on name (each group has same
namej.

Phase II: Input F2, generate more F3.

1.

2,

Associate statement names, N, with
N in assign, to M.
Output items for built-in Function.

SORT F3 on name and sequence number.
All F3 items have a name, and all
name items are in F3.

Phase IV.

1. Fill in Dimension table.

2. Solve Equivalence and COM:MON
relationship a. output F94.

3. Set up storage assignment for all
variables.

4, Update definition point for variables.

5. Update modes of arithmetic
operations.

6. Output to F50, F51 and F52
information on subscripts, DO-loops
and lists,

7. Converts suigscripts to single
expressions.

8. Outputs program to F60, F61.




GENERAL FLOW

OF CONTROL IN LSC. 0.1

Any serious Yes

gource errors ?,

Phase

No

SORT F50, F51, F52, the input to
Phase V.

Phase V.
Optimize the resultant object code with
respect to the manipulation of
indexing quantities.
1. Creates code - generating items to:
a. form induction variables.
b. form subscripts containing
induction variables.
c. count the number of times
through a loop.

Output F61.

Phase VIIL

F7 is in sort.

F7 now contains the entire program
where each item now contains all the

‘linformation necessary to form code.

Output is to:

1. F80, the main body of code items
in sort.

2. F85 code items out of sort.

The output also contains information

items to Phase VIII. 7This will permit

better optimization of A-registers.

SORT F85

1

SORT F61.

y

Phase VI: Input F60, F61.

1. Merges F60 and F61 to form F7,
the output.

2. Marks all Common subexpressions
as such - so that Phase VII will
not form code generating items for
a repetition when it is not
necessary.

3. Reduces arithmetic combinations of
constants to a single constant,

Phase VIIL

The input F80, F85 is merged and
analyzed with respect to optimum use
of A-registers from the standpoint of
indexing quantities and arithmetic

registers.

Output is to:

1. F90, the main body of the program
in sort.

2. F94, additional out of sort code-
items,

!
SORT F9%4




GENERAL FLOW

OF CONTROL IN LSC.

Phase IX.
Edits the generated object code in a
SAL accepted form.,
1. Associates error messages with
items in F92, output to F93.
2. SORT F93:
a., The original source lines and

error messages as SAL comments.

b. FORMATS and Hollerith
arguments as SAL - ALPH lines.
3. Merges F90, F94 and F93, forming
SAL acceptable lines to F10. FI0
is output according to CRDRG.

|

Return to Operator Program.

0.2
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LARC SCIENTIFIC COMPILER.

DATA FLOW IN LSC.
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0.3
INPUT AND OUTPUT OF LSC.

The input described in the Programmer's Reference Manual, is given to LSC either on
tape’ or on a specified drum. The Gommunication Region (CR) contains a flag, CRT,

which is zero or non-zero.

1. If CRT #0 input is on tape 11 in alphanumeric form, 2 lines per
blockette.
2. If CRT =0 input is on a drum. The starting sector;, ‘band, and drum

numbers are specified in CRDRI.

During the operation of LSC, seven drums must be made available for temporary
storage of generated files, and for the Sort-Merge program. The seven drums must
have consecutive drum numbers, the first of which has drum number:

1+(CRDRF)

The input drum, specified by CRDRI, may be one of the seven temporary drums if it

is equivalent to : (CRDRF) +#1, > (CRDRF) + 2., or (CRDRF) +6.

The output of LSC is always output on a drum; however, it may also be output on tape
or the on-line printer. The output drum is specified by CRDRO, by specifying the
starting sector and band of a drum. CRDRO must.not be any of the temporary drums.

The output itself is more fully described in the Phase IX section of this report.

If CRHSP is non zero, the output is also generated for the on-line high speed printer
or a tape. This choice is specified by setting CROUT to either zero or the appropriate
tape servo number. For example:

CRHSP #0
and CROUT =21 output is sent to drum and on tape servo 21. When

the output is generated for the high speed on-line printer or for tape, an additional
line is written, which contains an internal sequence number as a SAL comment. The

tape so generated may be used as input to SAL.



0.4
LSCN

Compilation of a source program begins by bringing into memory that portion of LSC

labeled LSCN. This will consist of:

IL.

The LSC Main Control and drum loader (Main Control)

°

The Communication region.
The sorting system

The diagnostic system

N

The FILE program

Main Control

When LSCN is read into memory, a word in the communication region, CRDLSC,
contains a define-drum summary order. This summary order is issued so that
the phases of LSC may be read in relative to the definition contained in CRDLSC.
LSCN, itself, may be on any other drum, or it may be loaded from tape. When
the phases are read by LSCN, they are assumed to be on drum according to the
method of loading defined by the loading program LSCLDR (i.e., each segment
of a phase occupies an integral number of consecutive sectors, with the (n + 1) st

segment beginning immediately after the nth segment).
When each phase is loaded into memory, control is transferred to it via:
TB Al Phase n

When each phase receives control, it displays in the 5-digit display register:
++n++ and sets up the diagnostic control in CRCRUD (see below - LSCN Diagnostic).
Prior to the exit, the phase will display in the 5DD: --(n + 1) --. Upon returning

from Phase IX, LSCN will return control to the master operating routine.

The Communication Region

The Communication Region in LSC has various functions:

1. Permits altering LSC parameters to produce a different object code.

2, Allows communication from one phase of LSC to another.
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The Communication Region is located 762 words from the start of LSC. The SAL
parallel code edit of LSCN contains a detailed description of every item in this
region; hence, the entire list is not repeated here, Throughout this report, how-
ever, various quantities in the Communication Region are mentioned and described;

each symbol in the Communication Region begins with "CR".

111, The Sorting System

Contained in LSC is a sorting system which is entered via:

TB 1 PRESRT
SK K Fn

Where K represents the length of the sort key in number of 2-digit pairs and Fn
is the file to be sorted. The flow chart of this section is contained herein; however,
it is worth pointing out a general characteristic of the system, First, every file
that is to be sorted has been previously ""Closed" or "Released' via the File pro-
gram. A test is made in PRESRT to see if the entire file is in memory (i.e.,
entirely contained in its double buffer). If it is, then only an internal sort of the
file is made and left in the buffer. If the file is on drum, it may still be small
enough for only a simple high-speed internal sort. If it is less than 12,500 words,
then the entire file is read in, sorted, and written back on drum. If the file is
greater than 12,500 words, then a more complicated and more time-consuming
process takes place. This is described in the Sort Merge flow charts. However,

in every case, the same internal sort program is used.

The internal sort is a left-to-right radix sort where the base is 100; i, e., two

digits constitutes one character.

Iv. LSCN Diagnostic System

Built into the control of LSC is a diagnostic system designed to simplify the ob-
taining of pertinent information should a difficulty arise while performing a
compilation. This system includes A-register dumps, selective memory dumps,
and dumps of sorted and unsorted files. LSC will produce the output on-line or
on a tape for off-line printing according to the setting of CROUT: (See Communi-

cation Region).
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There are two methods of taking action depending on whether:

1. LSC runs through to completion with incorrect results or

2. LSC fails to go to completion.

Case I
When LSC runs through completion with erroneous results, the files may be
output to give all the necessary information., LSC will output all necessary files
by setting:
CRFDMP =0
CRFDMP is located at LSC + 768. If it is suspected that files produced by Phases M

to N are in error, then only those files may be output by setting

CRFDMP =000 000 000 0 N M

Case II

If LSC fails to complete a compilation, the operator should cause the computer to

transfer control to:
CRCRUD = LSC + 794

This will cause a selected dump of memory to be output according to the phase
currently in operation as well as all important files. If LSC is in an infinite loop,
the operator should first bring the computer to a stop and force an A-register dump

before transferring control to LSC + 794,
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FLOWCHART DEFINITIONS FOR PRESORT.

Lo = Location of 1st. buffer.
M0 = Location of 5th buffer =limit of string buffer.
k = Buffer lengtl (in words).
f = Remaining length of file (initially length of file' (in.words).
t = Item length (in words).
L = Next location in lst 4 buffers (for constiuctingistring).
M = Next location in 5th. buffer (for overflow items).
i = Output drum (3 or 4 in Presort).
M1 = Limit of overflow buffer.
A REGISTER ASSIGNMENT.

Presort Merge /@
16 f "g,..9"
17 k K,(Ai)
18 M, K'(A)
19 M KgBj)
20 M K ®)
21 L i
22 j *symbolic drum
23 k *number sectors to transfer
24 remaining sectors this band
25 ‘ used to construct Iy SUM @RDS
26 memory L@C to read/write

*note, 22 and 23 are saved by the I/@ program.
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FILE

FILE is an LSC subroutine which stores items in files (writes) and retrieves items from

files (reads). It is used by the main control program and by each phase of the compiler.

Different types of entrances to FILE specify opening, extending, marking, backing up,
closing and releasing files, as well as reading and writing items singly or in groups.

Description of these operations will be given later in this section.

For each file, the FILE subroutine keeps track of where in a buffer the next item is
to be stored (if writing) or fetched from (if reading). In general, the buffers are
intermediate storage areas which hold a block of items prior to and during writing on
a drum or during and following reading from a drum. If short enough, however, files

may be allowed to remain in their buffers without ever being written on a drum.

Each buffer is actually a double buffer. During writing, for example, items are
collected in buffer 1, while the contents of buffer 2 are being written on a drum. When

buffer 1 becomes full, the roles of buffers 1 and 2 are interchanged.

Information about each of the files is stored in a set of tables. A description of some of

these tables follows.
Table 1 (origin, FLTBI) contains three consecutive words for each file:

OTTIIIDDBBPP
OOOO0OWWWWWW
OOOOOO0ZZZZZZ or OMMMMMZZZZZZ

T = relative table 2 origin for this file
I = number of words per item
D = logical drum number

B = band number of file origin



0.17

P = last permissible band number
W = item counter
Z = number of items in file

M = location of file in memory (zero if file is on drum)

The actual drum number is obtained by adding D to the contents of CRDRF (a cell in the
communication region). Exceptions are files 1 and 10, whose actual drum numbers are
found in CRDRI and CRDRO, respectively. The starting band and sector numbers of
files 1 and 10 are likewise found in CRDRI and CRDRO. The format of gach of these

cells is:

BB Sector Band Drum

Word 3 of table 1 is used as an item counter during the writing of the file, and has the

form indicated above only after the file has been closed or released.
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Table 2 {origin of file F information: FLTB2+F) has the format
FORM 2235 PH R V1V1V2 M1

PH = phase number

R = relative locator for tables in phase PH

V1V100 = L1 = capacity of buffer 1 in phase PH
VIVIOO - VZOO = L2 = capacity of buffer 2 in phase PH
ML = origin of buffer 1 in phase PH

M1 + VIVIOO = M2 = origin of buffer 2 in phase PH

The tabies with which R is concerned contain origins of special sequences for handling
writing or reading of items or groups of items, and locations of instructions in these
sequences which must have their addresses preset. These tables are numbers 5,6,7,9,

10,12, and 14.

If I, the item length, is not a factor of 100, space for I-1 additional words must be
provided in front of buffer 1 when reading, and space for I-1 additional words must be

provided following buffer 2 when writing,

Table 4 is a storage area reserved for index words, one for each file. The index word

format is given here to indicate the notation used:
BB NNN I Delta

Tabie & consists of three words per file, These are initially zeros, and are replaced
by drum summary orders when required. The location of the second of these three words
is centained in the third word, which is an EPZ. Because of this, an absolute zero re-

places the second word when the drum operation is completed.

Table 15 is a storage area reserved for the storage of buffer counters, one for each

file, These have the format BB 0 C 0, where C =0,2,4,etc. C is increased by
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2 each time a drum read or write operation for the associated file is initiated. The
buffer counters are used only by the marking and backing up operations of phase 1. To
form the mark word, the buffer counter is combined with the variable portions of the

index word. The format of the mark word is:

BB NNN C Delta

Another storage area, FLZ, contains transient information about a file. The contents

of this area are as follows (cells not shown have general or temporary uses):

Cell Contents
FLZ + O file number
+ 1 3 X file number
+ 2 relative location of
table 2 information
+ 3 I
+ 4 physical drum number
+ 5 starting band number
+ 6 P
+ 7 R
+ 8 M1
+ 9 M2
+ 10 L1
+ 11 L2
+.12 L(from calling sequence)
+ 13 starting sector number
+ 17 ' current band number
+ 24 L2
+ 25 L1
+27 L1+ L2

+ 30 IX 100000
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Two of these (numbers 2 and 4) are high-speed

entries to special instruction sequences within FILE which handle the two basic

operations - reading or writing a single item.

XX = SK:
XX = AX:
XX =A

XX = AM:
XX = AU:
XX = AAX:
XX = AA:
XX = NX:
XX = N

XX = NNX:

Cziling sequence number 1:

TB 1 FILE
XX F L

opeun file F for writing

mark the current positions in phase 1 output files 2, 3,4,91, 93, store

mark words in L on

store in file F the n items starting in L (n must be given in register 2)

back up to positions marked in phase 1 output files 2,3,4,91,93 (the

mark words must be supplied in L on)

close output file F

extend output file F

release output file F

open file F for reading forward

open file F for reading backward, starting at the end of the file (items not

reversed)

mark current position input file 1, store mark word in L
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XX = NN: back up to the item preceding the position marked in input file 1 (the mark

word must be supplied in L)
XX = MXR: read the next line (10 words) from input file 1, store in L on,
If part of a file is on a drum and part in a buffer, closing or releasing the file causes
the contents of the buffer to be written onto the drum. If the file is entirely in memory,
closing the file leaves the file in memory, and releasing the file causes it to be written

onto a drum. Extending a file allows more items to be added to a file after it has been

closed or released.

Calling sequence number 2:

TB 1 FILE+F
H O L

This causes one item, whose first word is in L, to be stored in file F.
Calling sequence number 3:
TB 1 RFILE
XX F L

mask (or 0)

XX = MXE: read the next n items from file F, store in L on (n must be given in

register 2)

XX = MR: read the group of items (defined by the mask) from the file F, store in L

on, supply index word in register 2

XX = M: read the next item from file F without counting it, store in L on,

The mask is a word of 1's and 0's (e.g., 111100001111) and is applied in MR entries
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to the first word of each item to determine a group. All consecutive items in a file which
have their 1-corresponding first word digits respectively equal constitute a group (with

respect to the mask).

Upon return from an MR entry, register 2 contains an index word:
BB NNN I L

where NNN is the number of items in the group.

After an M entry has been used to read the nth item, the next reading of the same file

will then again bring in the nth item, rather than the (n + 1) st item as in the normal case,

The normal return from the FILE subroutine following an entry via calling sequence
number 3 or 4 is to the second instruction beyond the mask or zero word. The end-of-
file return is to the first instruction following the mask or zero word, The end-of-file
return is made following every entry after the end of file has been reached, unless an

intervening NX or N entry has been made.

Upon a normal or end-of-file return following an MXE entry, the actual number of
items read appears in register 2. An end-of-file return following an MR entry indic-

ates that all the items in the file have been read previous to this entry.

All references to files are made symbolically. For example, F3 denotes file 3. The
correspondences between symbol and absolute designations are given in the following

table:

Symbolic Absolute
F1 3
F2 4

F3 5
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F4 6
F5 (or F50) 7
F51 8
F52 9
F53 10
F54 11
F55 25
F56 26
F6 (or F60) 12
F61 13
F7 (or F70) 14
F8 (or F80) 15
F81 16
F82 17
F83 18
F84 19
F85 28
F9 (or F90) 20
F91 21
F92 ‘ 22
F93 23
F94 27

F10 24
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FiLe Roumine (details tn Parallel Code Edit)
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FILE. ROUTINE (conr;lnucd.)
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FIlLE RoUTINE (c:onl:Cnua_d.)
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Set unden words and
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FlLeE RouvTiNE (CO'\tCuu(fL)

FLMXR

Speci.aL enb\:, b read

JO words (l Source line)
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There i€ W end af {'Ue exi t
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FILE RouTiNE (Co»»t;,wu(ol)

Ca,U.w\j gzqvowce,
Nomber 2.
ol TG | FILE+F

B+ H © L

FLwW L

The transfebls thus
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EXTEMD FitE (AAax)

\
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from 5 boffer | Seion
Fole ™
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o
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FiLEe ROUTINE. (CQvLU'.M.ucd)

RFILE FLmxE
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A TR | RFILE )
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FILE RoOUTINE (Cow[&nuo..dv)

CaLLuAj Sequcmce_

Nomber 4,

o TS )} RFILE 4+ F
A+l H © [
d+2 o

d+3 €E~D of FILE
ht4 normal relorn

14
RFEFITLE + F l

END OF "/es
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FLR L !
The transfer B This pount
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Yes

L
Move n words (1 rew)
_F(\OM b"“F‘FU & L ow.
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INPUT-OUTPUT ROUTINES

A typical calling sequence to an input-output routine is:

TB #0 9RIPT
SK 0 ©0.2(@2))
SK 0 0L 0 9

The second word contains the location of the tape number (the tape number is in
floating point), and the third word contains the format location. If the format is

assigned, the third word becomes

SK 0 (10L) 0 6

Immediately following the calling sequence are the list instructions. A typical

list for an input routine is:

A, B, (C®I, I=1,10)

" which might be represented by the following instructions:

S 1 A 0 5
SS 2 B 0 5

F #3 (BB 10 1 1)
S 1 C #13 5

BIT #13 HERE-1

T 9FIN

Here B is double precision, the other numbers single precision.

The same list for an output routine would have the S and SS instructions replaced by

F and FF instructions.
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Before referring to the list, the input-output output routine causes the tracing mode
to be entered. This is done in the subroutine 9LEV.

Reference is made to the list simply by transferring to its first instruction (by way
of the subroutine 9NTR, which transfers to 2600, in which S9LEV has stored a
transfer to the list origin). When an instruction with a tracing mode selector of 5
is reached, control returns to the input-output routine by way of location 2601 (in
which 9LEV has stored a transfer to the subroutine 9XCHj.. A transfer to the next

list instruction is also automatically stored in 2600.

9XCH, after ascertaining that the tracing of an instruction did indeed just occur
(rather than the occurrence of an error, which would also cause a transfer to 2601),

forms an untraced version of the traced instruction, places it in the cell 9XCHX, and

executes it.

For example, the instruction:

S 1 A 0 5

would become

S #1 A

Prior to the execution of this instruction (in fact, just before transferring to 9NTR),
an input routine would place the current word from the input buffer in #1 (or #1 and
#2. if double-precision transmission is a possibility). An output routine would store

the contents of #1 (and perhaps #2) in a buffer after the execution of a fetch in 9XCHX.

If a format is involved in the input-output operation, the scanning of the alphanumeric
format is interpolated in the process described above. The subroutines WI'G, GN, and

GXB are used for this purpose.

Two 20-word buffers are used for alphanumeric tape input (READ; READ INPUT TAPE).
While a tape block is being processed in one buffer, the next block is being read into the
other buffer. However, if the program reads more than one input tape, the second one

referred to must operate with a single buffer.
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Two 20-word buffers are also used for alphanumeric tape output (PRINT; PUNCH;
WRITE OUTPUT TAPE). A block is prepared in the first buffer and then moved
to the second buffer for writing on tape, during which the preparation of the next

block in the first buffer can proceed.

The remaining input-output operations use single buffers (with the exception of
REWIND, REWIND INTERLOCK, and alphanumeric END FILE, which do not
require buffers). WRITE DRUM and READ DRUM share a single 100-word buffer.
WRITE TAPE, END FILE (decimal mode), and READ TAPE also share a single
buffer whose origin (9STB) and length (9TBL) are given in the main program.

(9TBL is a constant supplied from the communication region of LSC via CRTREC.)

More details on the above program are found in the attached flow charts and the

code listings of these programs.
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FINAL RETLRN
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Tracu
en";?ed ? Set -ﬁMaL celorn —From
' Ust h 9 FIN+L
V. Fix NT‘G) XISRP —ﬁr eu‘i"w‘t
es
’ -
@eset‘trac{ng mode FF2o [
Store tape in Bummary
orders (9 8UF 1)
1 A L Store mode (© for
—i?aclng Kestore 6[Phanu vefic ) 'ta}:w.
mode FF2S o previous mode {lag. (98To)
Sek ? (Dn’}evd’s oi
2601
Yes -
f Enter SLEV subrodtine Retorn :&om
Gecision no. o o To 260l (see Read Tnpot Tape) | XISSL or XISRP
Modify Faced instruction QoPT4
Slore in IxeHx, execvte . - |
' Y
Ful buffer wicth Haunks.
. (9FL)
Set u.t: fer urdex words
REJJ)\C]G\SM Confh‘o\ [ WTe.
FIiNAL RETORMN FRPoMm LIST.
Qo MPT 9 WoPT ¥
i
De,las ontil Last wrde BulPer Yes
oberation is done. %“tﬁp -
Move buffer aontents )
boofput location (9mou) vNo
J Enter OMPT subroutine
Issue Sum orders
b wede odﬂpu“' er - =
ovite tape. |
3 .?Las indicatin
boffer is emplty. 3 Enter 9rmy subrostine {fd“"‘ w
(see Read 'In_}w"' Tape) Proaram.




| G RIPT l

Enter 9dcope subroshine,
Szl:.f«:nal, cedorn -Fle
list (v 9 FIN +|

RxwTe, xIs@pP fror .LV\FU‘"

|

Stote tape no, tn Summany

| Store mode (o Fot‘
sl phanomesic) untape

mode Jlag (99T0)

orders andu NumPe (98ure)

LARC SelENTIRIC coMmPILER 0. 38
READ TnPUT TAPE, READ.

9 RT~ | 9 LEV
Restore wous S ave contenl®
condenlt of 260! 2601,

Restore preduous Shore (T oxew)
Fres afatus. n 2601,
{ Store (T ust
FINAL RETURN FROM LIST ofigin) wA 2600

S

) Retorn —feom YISSL or XISRP

|Enfer 9Lev subroutine.

QRIPT4

ksTAPE =
Numee ?

{Tssve s8ummary orderg

b read {irst IdoTape
blocks (RDFILI) (RDFILR)
bnzﬁg:c no. in | STRPE

Tsave summary
orderg to read
hext Tape blooke
info corcent Bu{{u

(R>RILI)

Y
weg onlil next bloek
s i current ‘ba-HeJ‘

|

ORxTPTE
Save FF25 status
Enter 9RTN Sek: tracing made
gubrostine. FF 25,
Ketorm
e Matn
ﬁvaram

Deley ualil next blodeis
U read - ahead ‘bg,Ffa_

i

Move confenli of reacl-
ahead bq.r er B

rrent buffer (Qmov)

|

TIssve Sum orders

o reac nextTa bloadle

onb read -ahead Soffer
(RDFIL2)

\

Sek u‘o buffer wmdet words
eelu«quish antrol B WTG,




LARC SCIENTIFIC COMPILER 0. 39

ROUTINES USED by QRIPT & SwoPT
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RouTINES USED by ORIPT & 9wWoPT (cont)
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RouTines LSED by ORIPT £ 9wWoPT (covd:)
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RCUTINES USED by QRIPT & 9woPT (cont.)
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PHASE 1

The main function of Phase I is to analyze the initial source program and to output stand-
ard units of information (items), describing the input. These items are listed below with
details of their construction. The source program is read from the input drum via the
FILE routine. If the word in the Communication region indicates, the input line is convert-
ed to the LSC internal character code prior to analyzing the statement. SAL code is not

analyzed except for recording the label of a SAL instruction.

The analysis of the source statement is sufficient for Phase I to output an item for every
meaningful feature of the input and such that no other phase need refer to the source input
again, The items output by Phase I are placed in different files according to their type
and the original source lines (in the LSC internal character code) are filed for editing
when compiling is complete. The items generated are filed by the FILE routine while
the scan is in process. Hence, no restrictions are made regarding the number of lines
(cortinuations) used to represent a single statement except that space on the drums must

exist for the file being formed.

Phase I is broken down into many parts, some of which are described below; flowcharts
of these sections are included. Some statements receive more thorough analysis in
Phase I than others. In general, Phase I does not make an analysis of the program as a

whole. In particular:

1. No distinction is made between subscripts and argunients.
2, The arithmetic mode implied by the name of a variable is ignored.
3. The appearance of an induction variable (explained later) in arithmetic

expressions or subscripts is ignored.

4, Information contained in one expression or statement is not carried along

when processing later statements, except in a DO statement (see 2. below).
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The analysis of Phase I is best summarized by noting the list of items which it generates.
The output of Phase I has been designed in such a manner as to facilitate the analysis of
Phase II, III, and IV. On the other hand, the functions of Phases II, III, and IV make it
unnecessary for Phase I to keep lengthy tables describing variables and searching for

information about a variable before outputting items.
Some areas of Phase I deserve special attention:
1. Arithmetic Scan

During Phase I, an arithmetic expression is scanned from left to right and
items are assigned a subsequence number in such a way as to cause the
expression to appear in the Polish (Lukasiewicz) notation in later phases.
The major sequence number (the lead five digits) is the same for all items
in the expression. The included flowchart contains details on how the sub-

sequence number (SS) is established.
2. Determination of a "DO range"

A DO statement is the only statement which causes Phase I to store inter-

statement information. Whenever a statement:
DOu, I=hb,c,d

is encountered, the guantities: I, b,c, and d are output immediately. The
statement sequence number, S, associated with these items is stored (here-
after referred to as DS) along with the referred to statement name, p, and
with I. The range is detefmined when a stateraent named u is encountered;
at this time a second item for I is output (a "20" type item). Prior to the
arrival of the statement pu (or to another DO statement) DS, as described
above, is associated with all itewis outpui by Phase I that have DS indicated

in the item.
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The occurrence of a '"list'" in the source program (input-output list or
"list" = expression, etc.) causes Phase I, in some cases, to output items

similar to those of a DO. For example:
(((A(1,J,K), I=1, 10), J=1, 5), K=1, 10) = expression
will generate:
1. (Expression evaluation)
DOB, K=1, 10
DOB,Jd=1,5
DOB,I=1, 10

Analyzing SAL statements:

A, An "S" in the first column of a statement denotes SAL coding,

all names interpreted by LSC must be legal LSC symbols.

B. Output special continue item for all names of SAL code.

C. Output a special continue item for the first statement in a block

of SAL coding (ID = 11) to F4.

W1 Seq., O, 11
w2 o)
W3 DS, L, P

D. The induction variable in a DO loop is made available to SAL pro-

grams.
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Any exits from a block of SAL coding to another block of SAL coding or

to an LSC statement must be indicated in the following statement:

SAL EXITS (Nl, N2, c e Nk)
where Ni is the symbol to which a transfer is made

outside of the following block of SAL coding.

Phase I will recognize the LABEL line and a DIRECTORY; in general

these items remain unprocessed and are assumed to be acceptable SAL

items.
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APPENDIX - A
Sequence Counters

During Phase I, a set of sequence counters is maintained in order that every piece of
information extracted from the source program (an item) can have a number associated
with it. The sequence counters (ST, SD, SE, etc.) each have a range of numbers ex-

clusive of the others. The number itself will be an integer less than 105.
1. ST is the sequence counter for the following statements:

INTEGER

FLOATING

DOUBLE PRECISION

INTEGER FUNCTION
FLOATING FUNCTION

DOUBLE PRECISION FUNCTION
PARAMETER

2. SC, SF, and SA are used for:
CONSTANT
FORMAT
Arithmetic functions, respectively

3. SD is the sequence counter for DIMENSION statement items.

Example: DIMENSION A (I, B), B(7)
DIMENSION C (M)
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Assuming that the current value of the DIMENSION counter is SD, the first statement, as
a whole, has SD as the sequence number. (This is for printing purposes). Items A, I and
B have sequence number SD + 1. B and 7 have SD + 2. The second DIMENSION statement
has sequence number SD + 3. Items C and M have sequence number SD + 4. The next
DIMENSION statement encountered would have sequence number SD + 5, etc. Any error

items get the same sequence number as the item which was in error.

4, SE is the sequence counter for EQUIVALENCE and COMMON statement
items.
Example: EQUIVALENCE ( A (I), B(5) ), (C, D)

COMMOND, E, F

Assuming that the current value of the sequence counter is SE, the following assignments

of sequence numbers will be made:

Item Sequence Number Subsequence Number

EQUIVALENCE Statement SE 0

A, I B, 5 SE + 1 | 1,2,3,4
C,D SE + 2 1,2
COMMON Statement SE + 3 0

D SE + 4 0

E SE+ 5 0

F SE + 6 0

Note: Any error items get the same sequence number as the item which was in error.

5. S is the sequence counter for the items in the remainder of the statements.

In general, the entire sequéncing number (10 digits) is made up of two parts, the Sequence
number described above and a Subsequence number, which gives the order (or desired

order) of the items within a group of related items. Variables in a list get numbered
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sequentially. Variables in an expression all receive the same sequence number, but
receive subsequence numbers in such a way as to transform the expression into a
parenthesis free notation when the items are sorted on the sequencing number. State-
ments in the print file have sequence numbers which differ by at least 1. Error items
always have a sequence number equal to the sequence number of the item which caused

the error.

6. SB is used for the FUNCTION and SUBROUTINE statement.

Sequencing of Arithmetic Statements

S is the sequence counter used for arithmetic statements. Let n be the value of the

sequence counter S associated with an arithmetic statement:

S Statement Statement
Name
n JOE XI, Y=A+B

Sequence and subsequence numbers are assigned in the following manner:

Item ~.Sequence Subsequence
S SS
line n 0
JOE n+1 0
X n+ 2 0
* X 2
n+3 1
I 100
¥ Y n+2 0
Y n+4 0
+ 49
A n+2 50
B 100

* Arithmetic MODE Item

Note that the sequencing numbers of the list items are greater than any of the expression

items.
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Sequencing of Arithmetic Functions

SA is the sequence counter used for arithmetic functions. Let n be the value of the sc-

quence counter SA associated with the arithmetic function:

SA Statement Statement
Name
n SAM FIRSTF (A, B) =2A + B**2

Sequence and subsequence numbers are assigned in the following manner:

Item Sequence Subsequence
line n 0
SAM S 0
FIRST n+1 0
FIRST n+ 2 0 (expression mode
item)

A n+1 1

B " 2

2 n+ 2 100

* " 99

A " 150

+ " 98

B " 200

*k " 199

2 " 250

Note: The name "SAM'" was used here to show that a continue item will be output for it
with sequence number § (the executable statement counter). Normally a statement name

is not given, since reference to the arithmetic function will be FIRST( X,y) or FIRSTF(x,y).
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PHASE I APPENDIX B
ITEM FORMATS
The following formats represent items which are output by Phase I, II, and IIIl. Outputs

from Phase II and III are included here for completeness. The File 2 items are on the

left, File 3 in the center, and File 4 on the right side of each page.

PARAMETER Vl =A1 ) V2 = A2 s e e e Vp =Ap
Vj ST 0 01
ST 0 01 012 0000  Offff
A, A

] ¥
Aj is truncated to a floating point integer
CONSTANT X =numeric
SC 1 45

0b2 0000 0000
high order part of numeric

X SC 0 38
SC 0 38 Obl 0000  Offff
low order part of numeric low order part of numeric
INTEGER Vl’ o e Vp b =1)
FLOATING Vl’ C e e Vp (b =2)
DOUBLE PRECISION Vl"' . Vp (b =3)
V.
J
ST 0 06

0bl1 0000 00000



INTEGER FUNCTION V1 v s 00, V

FLOATING FUNCTION Vl, I Vp

DOUBLE PRECISION FUNCTION V1 y e s

V.

J
ST 0
Ob4 0000

1.9
b=1)

(b =2)

,Vp(b=3)

07
0000

The mode digit '"b'"" is assigned to all references to Vj by Phase III when the reference

iterhs are sent to File 4.

SUBROUTINE N(Ml s e e ,Mp )
N SB 0 32
SB 0 32 004 0000 Offff
0 0 p 0 Op
M SB j 33
SB j 33 9b c 0000 Offff
0 0 0 0
FUNCTION N(M1 y e e ,Mp )
N SB ¢ 34
SB 0 34 004 00CO Offff
0 0p 0 oOp
M SB 0 42
SB 0 42 b ec 0000 Offff
0 0 0 0



-1.10

RETURN
S 0 49
6 00 0014 00000
0 0
ARITHMETIC STATEMENT FUNCTION NF (M1 S e ey Mp )= .
N SA 0 23
SA 0 23 564 0 000 Offff
0 op 0 op
M,
J
SA j 24
0 0
(j) replaces the (uffff) digits of references to (M,) appearing
on the right hand side of this statement. (SA +17 ) is the
sequence of items in the arithmetic expression on the right.
CALL N(M,.. .. , M )

If ( Mj) is a single symbol:

N S 1 30
S 1 30 0b4 0000 Offff
DS L p DS L P
(LIB request item initiated o 5 44
by Phase III). 0 0
N
Mj S ss 31
S ss 31 abc d 000 Offff
DS L P c=1 0 ——— DP
c=2 aj

¢c=3 DS L P
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If (M ) is a Hollerith argument:
J

File 93
wl SF 0 03 S Ss 37
w2 ALPH 000 0000 Offff
w3-11 characters in the SF 0———0

Hollerith argument.

If ( Mj ) is an arithmetic expression, output Polish string for arithmetic.

1 1 1
RN , A.,...A y .
DIMENSION V (A 1 Ap ) 5>V ( 1 p )
v SD 0 02
SD 0 02 ablp eee Offff
0 Op 0 op
I a dimension is specified as a ‘cons>tant:
SC j 45
012 . 0000 00000
A,
J
If a dimension is specified as a parameter:
Aj SD j 45
SD j 03 012 0000 00000
0 0 0 0
1 dl 1 dn
EQUIVALENCE (Vl(Al,. . ,Ap ) P ,Vn(An,. . ,An ) )y, . ..
Vj SE j 04
SE i 04 abld eee offff
0 ¢ 0 e e ()

a = 2 if not common

a = 3 if common



For each ( AI; ) specified as a constant:

0000

0000

0

deee

1.12

45
00000

45
00000

05
Offff

a = 1 if not equivalent

a = 3 if equivalent

SE
012
A¥
J
k ies
For each ( Aj ) specified as a parameter:
Alj{ SE
SE j 03 012
0 0 .
A]
COMMON V_,...V
1 p
Vj (SE+])
(SE+j) 0 05 abl
0 0 0
ARITHMETIC STATEMENTS
V in an expression
v S
S ss 14 abl
0 0 0000

Store: V

owm<

ss
0000

AAA

14
Offff
DP

AAA = the subprogram argument number if V
is an argument of a subprogram that is

being compiled.

S
0 21 abl
0 0000

0

deee
AAA

21
Offff
DP
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Mode of expression item

Vv S 0 39
S 0 39 abe deee Offff
0 e e 0 0 TR At Lt . s O
List Item S 0 60
0 e 0
0
V in an input list
Vv S 0 26
S 0 26 abl deee Offff
0 0 0000 AAA DP
V in an output list
Vv S 0 28
S 0 28 abl deee Offff
0 — = e () 0000 = AAA. DP

If V is a reference to the induction variable within the DO loop, Phase III changes the

item to reflect this type of reference (e.g.)

Vv S Ss 07
S ss 14 411 0000 Offff
0 - DS L P

V (subscript) in an expression

v S ss 25
S ss 25 abl deee Offff
0 ' -~ ) 0000 AAA DP
V (subscript) STORE: V () =
S 02 22

v
S 02 22 abl deee Offff
0
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Store expression item

v S 0 39
S 0 39 abl deee offff
0 0 0 0
V (subscript) in an input list
Vv S 02 27
S 02 27 abl deee Offff
0 0 0—-0 DP
V (subscript) in an output list
v S 02 29
S 02 29 abl deee Offff
0 0 0 0 DP
DO L I=Nl , N2 , N (DO loop)
(--- ,I=N", N ,N‘?) (List loop)
4 1 2 3
implied name n
I S 1 19
S 1 19 abc 0000 Offff
DS L P O S(e) 00
I S(e) 0 20
S(e) 0 20 411 0000 Offff
DS L P 0] S(e) 00

This item is output from Phase I when statement L is en-
countered. S(e) is greater than any value of S assigned to
items in statement L.



If (Nj) is specified as a variable:

N.
J
S
DS

If (Nj) is specified as a constant:

CONTINUE - executable statement

name name
S 0 08 (S - 4)
DS L P DS

(if unreferenced do not

j+1

S
L

send to File 4)

GOTO L

w

DS

46

36

S j+1
411 0000
DS L
S j+1
412 0000
N,
J
S 0
003 0000
DS L
S 1
003 d 000

1.15

46
Offff

45
Offff

08
Offff

16
Offff

Scont Q—m 0

(if not a drop-out)

S 1 36
003 0000 00000
0 0

(if a drop-out)



GOTO (N, . . .

GOTOM, (N, . ..

j+1

18

ASSIGN N, TO M

2®zZ

12

, N

M

0000

")

w2

DS

w2

DS

(computed GO TO)

j+1

A
AAA

(assigned GO TO)

S(c)

16

14
DP

17

12

13

"1.16

S j+1 16
003 dooo Offff
S(c) 0 0

S(c) = sequence of state-

ment name

S 1 4

003 dooo Offff

0000 AAA DP

S 1 17
003 1000 Offff

DS L P

S 1 12

003 1000 Offff

M

S 2 13

abl 1000 Offff
0000 AAA DP



CONTINUE - (FORMAT statement)

name name
S 0 10 (S - 3) S
DS L P DS L

READ INPUT TAPE I, N, list

READ INPUT TAPE I, N, list
WRITE OUTPUT TAPE I, N, list
READ PAPER TAPE.I, N, list
PUNCH PAPER TAPE, I,. N, list
TYPEWRITE .I, N, liét

READ TAPE I, list

WRITE TAPE I, list

REWIND I

REWIND INTERLOCK I
BACKSPACE I

ENDFILE I

READ N, list

PRINT N, list

PUNCH N, list

READ DRUM I, J, list

WRITE DRUM I, J, list

DEFINE LARC DRUM, J, K, L
POSITION HEAD I, J

ADVANCE HEAD I

BACK HEAD 1

READ LARC DRUM I, J, list
WRITE LARC DRUM 1, J, list

17



Reference to FORMAT "N"

SS

"1.18

For those values of ( I, J )specified symbolically:

Ss

name
S
0
CONTINUE - SAL label
name name
S 0 11 (S-4)
DS L P DS
Beginning of SAL block
SAL EXITS (V1 s e o e s Vk)
V.
J
S
DS
IF(----- ) Nl’ Nz, N3

If (Nj) is missing

S ss .15
15 005 d 000 Offff
-0 0 0
S Ss 14
14 abl 0 000  Offff
0 0000 AAA DP
11
P
S 0 11
0 0
DS L P
35
P
S j 36
003 0000 0000
0 0



If (Nj) is stated:

N,

J
S j 36
DS L P

SENSE LIGHT I
IF (SENSE LIGHT I) N_, N,
IF ( SENSE SWITCHI) N, N
IF DIVIDE CHECK N, N,

IF ACCUMULATOR OVERFLOW N, N

IF QUOTIENT OVERFLOW N_, N

2

2

1 2

If (I) is specified numerically:

If (I) is specified symbolically:

I
S 1 03
0

If (Nj) is missing:

'1.19

S j 16
003 d000  Offff
S(c)

(if not drop-out)

S j 36
003 0000 00000
0 0

(if drop-out)

S 1 45
012 0000 00000
I

S 1 45
012 0000 00000

PARAMETER , I

S j 36

003 0000 00000

0~ 0




If (Nj) is stated:

=]

SUCCESSOR item (ID = 03)
(See Phase III)

Ignore item (ID = 50)
(See Phase III)

Adjacent register flag item

(When one expression must
be in a register adjacent to
another, as in the relational -
IF statements.
TO and FROM items

ID =40 ID = 43

(See Phase III)

SS

leNe}

1.20

S j 16
003 d 000  Offff
S(c) 0————0

(if not drop-out)

S J 36
003 0000 00000
0 0

(if drop out)

48



1.21

Summary of Identification Digits Assignment (Assigned by Phase I)

The preceding items are all identified by a two digit number, the ID. File 2 and File 3

items have their ID in the right-most digits of the second word (W2); File 4 has the ID

in the first word (wl).

DEFINITION

parameter

dimensioned variable

name referencing a parameter
equivalenced variable

common

mode specifier (variable)
mode specifier (function)
executable continue
non-executable continue
format continue

SAL continue
assignor (assign A,
assignee to B)
unparenthesised variable reference
format reference

statement name reference

must be assigned variable

listed assignment

induction variable - begin loop
induction variable - end loop
stored variable

stored variable(

arithmetic function name

arithmetic function argument

variable( in arithmetic

1D
26

A
28
29
30
31

32
33
34
35
36
37
38
39
40
41

42
43
44

45

46

DEFINITION

input listed variable

input listed variable(

output listed variable(

output listed variable(

name of routine being "CALLED".
single name unsubscripted CALL
argument

name of SUBROUTINE
SUBROUTINE argument

name of FUNCTION

SAL exit

drop out reference in "IF"
Hollerith argument reference
variable in CONSTANT

mode of store item preceding exp.
TO item

single name subscripted CALL ar-
gument

FUNCTION argument

FROM item

OPEN subroutine, library sub-
routine

literal appearance of numeric
quantities and numeric assignments

limit of DO



IS

47

48

49

60

DEFINITION

Function reference ("F' was
dropped.

adjacent register flag (precedes
first expression)

arithmetic and LSC statement
operators

beginning and end of list item

1.22
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MODE WORD:

Information about an item is passed from phase to phase by a mode word which is part
of the item. Phase I assigned mode words to literal appearances of numeric quantities
and to operations. Phase III assigns mode words to items which represent variables
and functions. Mode words are further up-dated in Phase IV, V, and VI; it is then
used by Phase VII to generate code items. The mode word is a full 12 - digit LARC
word broken down as follows. This summary includes information supplied to the
mode word by Phases Ito VI.

a,b,c,d,e,e,e,u,f, 1, f,f
a (storage assignment) Ordinary
Common
Equivalence
Common and Equivalence
Induction Variable
Arithmetic Function
Dummy Argument of an Arithmetic Function
Built in Function

Library Function
Dummy Argument of FUNCTION or SUBROUTINE

© 00 N o Uod W D= o

b)arithmetic mode) Not a Variable, Function, or Constant
Integer

FLOATING

Double Precision

Integer in integer form

G AW N = O

B-Box word
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c(class) 0 Fast Register
1 Variable
2 Constant
3 Statement name
4 Function or Subroutine
5 Format ‘
6 Operation or Punctuation
7 Built in Function
8 Marth routine
d(quantifier):
I c=0
d = number of fast registers (1 or 2)
If'c=1
d = dimensionality (0, 1, 2, ... . 9)
after Phase IV, d =1 .if reference is subscripted, otherwise 0.
If c=2
d=0
If ¢ =3
d =0 if the statement reference is direct
d =1 if the statement reference is assigned
If c =4
d=0
If ¢c =5
d =0 if the format reference is direct
d =1 if the format reference is assigned
If c =6

d =number of operands for the operator (see definition of eee for the

value of d in each case)



eee;

Specifier digits eee when ¢ =6.

eee =

If c=landd# 0

eee is the dimension table reference for the variable.

If a=9

after Phase IV eee is the argument number of the variable

If c =4

eee is the number of arguments of the function.

I c=6

O IO U B WNMHO

14

16
17
18
19
20
21
22
23
24
25
26
27
28
29
30
31
32
33
34
35

1.25

eee represents the operation (the list below gives values for eee and the

corresponding value for d.

+ -

* NN ¥ |

*

fixed multiply
fixed add

RETURN
PAUSE

STOP

END FILE
DEF LARC DR
POS. HEAD
ADV. HEAD
BACK HEAD
R. LARC DRUM
W. LARC DRUM
R. DRUM
Write DRUM
R. Paper Tape
W. Paper Tape
TYPEWRITE
SENSE LIGHT
ASSIGN

RIT

wWOT

READ

PRINT

PUNCH

(Operation or Punctuation)

d=

N NDNNDNNDDNDDNDN

HFHEFMFHEDNDNDNNDHENDNDNDNNDNNDNNDNDEEENDREROOO



ufff:
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36 IF SENSE LIGHT 3
37 GO TO 1
(and ASSIGNED GO TO)

38 IF SS 2

39 IF >0 1 Followed by GO TO. . .

40 IF=0 1 (generated for IF POS. etc.)

41 IF <0 1

42 IF > 1

43 IF = 1

45 COMPUTED 0 K, the number of GO TO operands,

GO TO is put into the M-portion of 3rd word
of the operator item,

49 WT 1

50 REW 1

51 REW INT 1

52  BACKSP 1

54 IF () 3 (FORTRAN IF statement)
55 IF 30 1

56 IF#0 1

57 IF < 1 Followed by a GO TO

5 IF > 1 (generated for IF NOT, etc.)
59 IF # 1

60 IF < 1

61 RT 1

Hc=1landa#4
u=20
fff = dictionary reference to name or dictionary reference to name and
and constant (u = 1 if a = 9 and constant is negative or sequence of

generated statement name.

Hc=1anda=4

uffff = new name of induction variable item

Hc=2andb =3
u=0

ffff = dictionary reference to low order part of the constant

Ifc=6

Phase VI may further use uffff for the mode words of operations as follows
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u =0: expression is not common

=1:; expresion is common and is not in the first major sequence of its
occurrence.

. =2: expression is common and is in the first major sequence of its occurrence.

Ifu =1, 2, then ffff =the integer which represents which subexpression.

Note: After Phase VII, the mode word described above no longer exists. The
code items to File 8 incorporate the information in the mode word of the

File 7 items. The Phase VIII report contains this information.
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Phase T
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General Phase T —-F{o»o o detads on  contunve tfems and quoe»\cw\ﬂ
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COMMENT 2 S+1— S
o
p
~ S
I3 coctent Yes <t S+
statemen E—— — g
saL?
reset s
No
‘ y Szt sAL 4’1
| Reset saL §
| Pl woe d‘em Wi
| g name O aud
s—~44,8—> 3|

~No

Starewmenkt name —»

Oo+lc>o+ e U covtinvel

dewa

g = Ypoowe
9 S+(—» S

3

fr ey SName e\ Ves

at

SNAME

st kb Pe,

)

l\fes

sfalement name —+SNAME
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@ "GET X' "GET XTI “"Gek next chamacter"
1 F|.83$ and SSMLOIS'.
® BLAaNK | aet i‘f blanwk or % chavacler
qek Recr m i no¥ I be (gnored.
€sel ExT i €os P end o,",' stalewienkt .p.as
v L correwl word ua line
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|

S
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6:3:;.“0})';6“ B wngelermued Scél/\"w"\dj defermiued 3
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LARC SBCIENT IFIC COMPILER

Phase T 1.1
ARITHMETIC STATEMENT ScCAWN, ARS 1
8 — line Prdvd' Sequence
St — s s : Error (s
s*Z:ﬂ:sw I;::'mau(L_Scm) faral ecror —! detected. i
Ser ardlimeélic -F‘-ag el =N LScAN
Sek wp vaiable item aéthmelicfonction 27
Tds for list and fhen SA —» S, S00! |42 2
ardhmetic scaus, o Sw =5
= reivunn
SW'—p SW .
28 AcsP
de%;::;fm ercor_| Afcthmelic Sean | ) _[Machire
ASC AN “AscAan” Error #6
end °
)
1 )acsz
ol T& Al ARs
ol+1i ERRoR.
ol+2 ~Nor
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/Here. 6{4'0' SCA\»\RW\S
NOT ... NOV PoSITIVE 21
NOoT ... NOT Z‘ELO
NOT ... NOT NEGATIVE ——*@‘——-— S6—ofP 1D —» ofdD
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ZERo 2
NEZATIVE

—» O\ D
22
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Deoung P
Aks2 use af ‘9" in Pront af the
S+l— S ‘aeTe.
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SEcAnN X
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"egr VvV
ceTv 1
s
O— V, Y+I
R ()
O —a N
e Oy EE©
Set reset resv.f
O —» 18 resti;+ ]
resets ex'o ex Su«. —‘@—‘3——-_ —= oxpsin,
xbs, ent, fonch 1,084
70 A’d 60
! 'L sn): ek dee,
. < > 2(lo)—- ~
@ ] set u’f‘
1
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s
[ d+1—a] m.
L =
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K fraction E wag encoontered, |
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v
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—(e)

~ c+l—c




LARC SCIENTIFLC ComPiLeRr. Phase T 1.33
"GET V" (2)

GCeTve2

Set fonchiow 1
2 Flag.
Reset -Fum)' owl
,FLas. o
Sebt ern,
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‘ceT VU (3)

GCeTNS .
Blank b last
char, o,FV
erASLv\s
Cermiral F
52 }
[ Append LEV
|
= WO\ %
Left adjyust blank fal, —@
Reset alph. )
8TTach exlpou.euj:

Sign k exponenl.

v LV o Ne Oz edorend
V+1 v‘_ o

Ves

Normalize V
ARach engboue»\t

o;:f'Pur #3
ecoor (Femn

nowe

G)F—] 5ek next

a—>

o+
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o

LARC SCIENTI\FIC COMPILER
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Store | k]

,?or next
enlry.

Blamke fuL

S.1. Aud

outpot B
Fue 9. 3




LARC SCIENTIFIC CoOMPILER

ARITHMETIC <SCAn

An arLr}\Mch
explession S
exPecJeo\v-

O — Pc, Lo, So

o —e, P;_ R D
Soo—» EJ, 88,7
reset moult |, molt 2 arg,

ll(“___—. ‘DT
SW —» SEQ
O —» AsSoPc

N— W3

Phase T

1.36

AscAnN 1
ASCANG,
o7
et = resel molt |
54
Ena e 4 N\ 4
stafement
= AScANG
AScANg,

mode —» W2
L{ile constant 'dew — F4
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” CALL ' ;
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Phase T

ARITHMETIC ScAMN.

oL 1
ol+2
oL+rd
o+ 4

No"e 1
Note:

etli—r e
e v U — Le > .
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1,37
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AR\ TH METIC Sc¢A~ AsCcAN D
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LIST SCAM M
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LIST ScAnN )
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2.0

PHASE II
GENERAL DESCRIPTION
The functions of Phase II are:
1. To append information associated with a stétement name, Ni’ (continue

item) to items generated from ASSIGN Ni toMand GOTOM, (... . Ni e o)

items,

2. To detect, error-- mark and eliminate multiple uses of an alphanumeric

word as the name of statements within an LSC source program,

3. To issue "collector" items for each built-in (open) and library (closed)

subroutines, and

4, To attach pseudo-sequence numbers for most items written in File 3

by Phase I,

All items output by Phase II will be written in File 3, except error items which go

to File 92.

A group of items to be analyzed in concert by Phase II consists of all items with the
same name; there should be one continue item in each group, When all groups in
File 2 have been processed, the function collector items are filed, library subroutine

names are given dictionary references, and return is made to the control program.
STATEMENT NAME (CONTINUE) ITEMS
A gfoup which contains more than one continue item will generate only one continue

item for File 3 and one error item for each of the other continue items. The continue

item sent to File 3 will be:



2.1

a, The first item generated from a named executable statement (ID = 08), or

b. If none of these, the first item generated from either a named non-

executable statement (ID = 09), or from a named SAL instruction (ID = 11), or
C. The first item generated from a FORMAT statement (ID = 10).

The sequence number of (08, 09, and 11) items in File 3 will be (CRS-4); the sequence
number of (10) items will be (CRS-3). The original sequence number of these items

has become the subsequence. (CRS) is the initial value sequence counter used for

executable statements.
ASSIGN STATEMENTS

Each assign item (ID = 12) in File 2 generates three items in File 3 and an error item

if a continue item is not within the group. The first of the items in File 3 is merely

the assign item carried forward. Two assigned items (ID=13) are generated for each
assign item. The first item has sequence (CRS-2) and sub-sequence equal to the
sequence of the continue item which was assigned; the second item has the same sequence
as in the (12) item. Each of these (13) items will be in an assigned variable group in
Phase III and will contain in the third word the DO sequence, level, and plateau numbers

of the appropriate continue item,

ASSIGNED GO TO STATEMENTS

Executable statement names which appear in "assigned go to' lists and in assign state-
ments generate items (ID=18) which appear in assigned variable groups in Phase IIL
These items contain the DO sequence, level and plateau numbers of the appropriate

continue item in word 3. An error item is generated if the listed assignment does not

have a corresponding assign statement or continue item.,

LIBRARY AND BUILT-IN FUNCTIONS

One Item (ID=44) is sent to File 3 for each possible built-in and library function which
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may have been referenced in an LSC source program. The sequence number for these
items is (CRS-1); the third word contains an embryonic mode word for use by later
phases. This mode word contains the (a, b, c) digits and for built-in functions an

assigned operator for Phase VII in the (ffff) digits.



PHASE II ITEM FORMATS

From Phase I To Phase III

1.

CONTINUE - executable statement

W1  NAME W1  NAME
W2 S.O.08 W2  (CRS-4). S. 08
W3 DS,L,P W3 DS,L,P

ID = 09,10, 11 are similar

ASSIGN NAME = TO M

w1 NAME w1 NAME
w2 S.1.12 w2 S.1. 12
W3 M w3 M

W1 M

w2 (CRS-2) . S_. 13
Sc = sequence of continue item w3 DS,L, P
DS, L, P are from the continue
item for NAME w1 M

w2 A, Sc . 13

W3 DS,L,P

GOTOM, (.. N...)
Wi N Wi M

W2  S. j+l. 18 W2 S.S .18
w3 M W3 DS,L,P

N
(V)



BUILT-IN FUNCTION ITEMS (to File 3)

w1

ABS
DIM
FLOAT
INT
MAXO
MAX1
MINO
MIN1
MOD
SIGN
XABS

XFIX
XINT
XMAXO
XMAX1
XMINO
XMIN1
XMOD
XSIGN
MAX
MIN
XMAX
XMIN

w2

(CRS-1) 0000144
0000244
0000344
0000444
0000544
0000644
0000744
0000844
0000944
0001044
0001144
0001244
0001344
0001444
0001544
0001644
0001744
0001844
0001944
0002044
0002144
0002244

Y 0002344
(CRS-1) 0022444

w3

707000000012
707000000085
707000000009

707000000010

707000000086
707000000086
707000000087
707000000087
707000000083
707000000084
707000000011
707000000095

707000000010 -

707000000010
707000000096
707000000096
707000000097
707000000097
707000000093
707000000094
707000000086
707000000087
707000000096

707000000097

ro



LIBRARY FUNCTION ITEMS (to File 3)

w1

ACOS
ASIN
... .ATAN
CBRT
COS
COSH
coT
CsC
EXP
LOG
LOG10
SEC
SIN
SINH
SQRT
TAN
TANH

(CRS-1)

w2

4

1

0000044

(CRS-1) 0000044

w3

82400000FFFF

y

82400000FFFF

2.5
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PHASE II1

GENERAL DESCRIPTION

The function of Phase III is to analyze the use of all names in an LSC source program,
This analysis involves the generation of mode words for fuﬁctions and variables, the
association of statement names with references to statements, and the detailed cross
checking of the use of names. The important function of error detection in the

compiler is also accomplished in Phase III through this process of cross referencing,.

Before Phase Il begins operation, File 3, which has been generated by Phases I and II,
is sorted on the name of the item and the assigned sequence number, This sort makes
it possible to avoid forming and searching tables to obtain information about a name.

File 3 items have three words of the following form:

Word 1: Name (6 alphanumeric characters)

Word 2: Digits 1-10: assigned sequence number
Digits 11-12: item type identification (ID)

Word 3: Special mforma,tion

Phase !II begins its operation by requesting a group from the general file maintenance
rouvtine (FILE), A group of items in Phasé II contains all items with the same name
arranged on monotonically increasing order according to sequence numbers assigned by
Phase I and Phase 11, This ordering brings defining items to the top of a group enabling
Phase IJI to complete mode definition by skimming off the top of a group raf'her than re-
quiring a scan of the complete group, necessary if defining items had been homogenized

with reference items,

The first scan analyzes items for determination of mode word information. Items
are examined until the storage assignment, arithmetic type, and class of a group have
been determined. These characteristics are translated into a, b, and c digits of the

mode word; this word is completed; and the second scan, which produces items for File 4
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is initiated,  After all name-groups have been processed by Phase III, return is made

to the control program.,

DEFINITION HIERARCHY

The LSC set of sequence counters described in Phase I and Phase II is used to
arbitrate errors arising from multiple definition of LSC names. Phase III will class-
ify a group as belonging in one of the 16 possible categories as dictated by the first
item in a group with ID digits listed below. Subsequent definitions and improper

references will be considered offenses against the first definition,

SEQ. GROUP CLASSIFICATION ID DIGITS

SB FUNCTION 34

SB SUBROUTINE 32

ST PARAMETER 01

SD DIMENSIONED VARIABLE 02

SC CONSTANT 38

SA ARITHMETIC FUNCTION 23

SA DUMMY ARGUMENT OF ARITHMETIC 24, note 2
FUNCTION

5-4; S STATEMENT NAME 08,09,11; 16; 35

S-3; S FORMAT NAME 105156

S5-2 ASSIGNED VARIABLE 13

S-1 BUILT-IN FUNCTION 44

S-1 LIBRARY FUNCTION 44

S CALL 30

S IMPLICIT FUNCTION 47,25

S GENERAL VARIABLE note 1

S INDUCTION VARIABLE 19, note 2
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Notes:

1, A group is classified as a general variable group if its first item
with sequence (S) has valid ID digits different from those in the preceding table.

2, These groups are sub-groups and may appear within groups with differ-

ent classifications,

Arguments of a FUNCTION (42) and SUBROUTINE (33) are considered as reference
jtems although they are assigned sequence (SB).

COMMON (05), EQUIVALENCE (04) and mode specification (06, 07) items are adject-

ival items; that is they restrict, but do not themselves classifya group into one of the

16 categories.

- PRONOUN GROUPS

If one item in the group has the ID of a PARAMETER statement, then the value of the par-
parameter is attached to all other items in the group. These items (except the PARA-
METER item) are then filed in File 4 as "numevic" items, I« the group has more than
one PARAMETER item, an error is recorded and the first parameter given is used.

Any item in the group which would not have its value supplied by a parameter generates
an error (e.g., GO TO N may not have a parameter given for N). If a group contains

an item with the ID of a CONSTANT statement, the group is treated in a similar manner,

STATEMENT NAME GROUP

If the group contains a "continue' item (a statement name), then all other names in the
group must be references to that name. (GO TO NAME, etc.) If a group contains only
a continue item, nothing is output from that group, as a result only those continue items
which are referenced will be treated as "entry points' when computation of common sub-

expressions are eliminated in Phase VI.
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Reference items (output to File 4) contain the sequence of the continue item in the

third word.

In addition to reference items, special control items may be generated; these items

are SUCCESSOR and TO and FROM items.

SUCCESSOR ITEMS

A successor item is generated whenever control leaves or enters a block. Phase III

generates successor items when four types of items are encountered:

1, A listed assignment in an ASSIGNED GO TO statement,

2. SAL EXIT item,

3. A statement name used as an argument of a CALL,

4, A GO TO item which occurs within an assigned variable group, but

the possible assignments are not listed. In this case, a successor is

generated for each possible assignment.

The successor item contains the sequence numbers of the continue item (SCONT) and

the reference item (SREF). These numbers are obtained in the following manner for the

case listed above:

SCONT SREF
1. Subsequence of an 18 item Sequence of the preceding 17 item
2, Sequence of an 08 item Sequence of a 35 item
3. Sequence of an 08 item Sequence of a 31 item
4, Subsequence of each 13 Sequence of a 16 item

item within the group.

The format of this successor item is contained in the item format part of the Phase III

section. (A full description of successor items is in the Appendix).
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TO AND FROM ITEMS

Possible transfers of control into, within, and from DO loops generate TO and FROM

items. The generation of these items is subject to the following tests:

1. ¥ (DS,P) c - ((DS,,P)R , neither item is output.
2. ¥  (DS,P), # (DS, P , and if (DS)C # 0 a TO item is output.
3. i (DS,P)C # {DSSP)R , and if (DS)R # 0 a FROM item is output.

DS is the DO sequence number of the current loop
P is a count of the number of preceding DO statements
sub C denotes a continue item

sub R denotes a reference item

The DS and P numbers of continue and reference items are contained in the third word
of these items. The occurrence of items for which TO/FROM tests are made is
identical to the four occurrences for which successor items are generated; in addition
all ordinary references to statement names (ID = 16) which are not in an assigned vari-
able group are tested for TO/FROM generation, These TO and FROM items are used
by Phase IV for DO loop analysis.

The format of TO and FROM items is contained in the item format part of the Phase III

section.,

PSEUDO-CONTINUE ITEM

The pseudo-continue item (ID = 13) generated in Phase II, will be processed according
to the type of reference made to it as a statement name. However, in the same group,
the name may be referred to as a variable; if it is, then the remainder of the items (not
statement name references) are processed accordingly. In this case, the "ASSIGN A,
TO B" statement is treated as a "definition point" for the variable B, (Definition point
is described below.} A group which contains an assigned variable may, therefore,

have both statement referencing items and variable referencing items without generat-
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ing error messages. Note, however, that such a variable may not be subscripted;

an error item will be recorded if such a variable is subscripted.

VARIABLE GROUP

If the group obtained does not contain any specified defining items, it is assumed to
represent a variable. All occurrences of the variable in the source program will be

in the group. The functionof some of the items is to indicate information about the
variable (e. g. , it is floating point, double precision, 3-dimensional, is in an
Equivalence or Common statement, etc.). When the mode is not specified, its first
letter determines its arithmetic mode according to the LSC naming conventions. This
information about the variable is collected to form a single mode word for the variable,

This mode word is attached to every item in the group generated from an executable

statement,

If the variable occurs in a dimension statement, Phase III does not know what the max-
imum dimensions are since these may be parameters which are assigned in a diff-
erent group by a Parameter statement, however the number of dimensions is known.
The number of dimensions is assigned to the mode word as is the location in the
dimension table where the maximum dimensions for the variable are to be found. (The

actual maximum dimensions will be stored there by Phase IV).

Later, in the compiler (Phase VI), an analysis is performed to avoid the recomputa-

tion of common subexpressions within a "block." In order to perform this analysis,

it is necessary to know the last definition point (DP) of each occurrence of a

variable. The last definition point shows where the last point (with the smallest sequence)
in the program was that the variable was defined. A defining item may come from the
following sources: (1) An Input Statement, (2) an Argument of a CALL, (3) the occur-
rence of a variable on the left hand side of an equation (a store item) or an ASSIGN
statement, A defining item will have its sequence number (DP) assigned to every

other item below it in the group until another defining item in the group appears, then

the sequence number of the new defining item is used for DP, etc. (Recall that a

group is sorted on the Phase I assigned sequence number in File 3).
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Although the main function of Phase III, with respect to a variable, is generating a

mode word and assigning definition points to each occurrence of the variable in an

executable statement, some items require additional processing. These are:
1. Induction Variable (the controlling variable of a DO loop).
In the statement: DOu, I=L, M, N

I is the unduction variable. Every occurrence of the quantity, I, in

the range of the DO (all statements from the DO, down to, and in-
cluding p) must be recognized and associated with the induction var-
iable in the DO statement. It is possible, in a source program, that
several other induction variables named "I'" are controlled by differ-
ent DO loops. The variable, I, may also appear outside the range of

a DO. Any other item (not a defining item) in the group whose sequence
number lies in this range is identified as being associated with that
particular induction variable. This information is retained in the mode
word for that item as well as a new name for the induction variable of
a DO. In the case of induction variables, the DO statement is the
definition point for the variable. Phase III will error any defining

item for the induction variable in the range of a DO. (i.e., a defining

item between a 19 and a 20 item).
2. Dummy Variables in an Arithmetic Function Definition
Phase I will have associated with each dummy variable Xi in;

ABCF (Xl’XZ’ o o e Xn) = expression (X1 s X2 s o o Xn) an identi-
fication that they are dummy variables. During Phase III any occur-
rence of Xi in the sequence range for the function definitions will be
renamed, but a name Xi occurring elsewhere in the program will not
be confused with a dummy variable. Furthermore, a name may be the
dummy variable of several arithmetic functions, it will be unambigu-
ously renamed for each function. The arithmetic mode of the vari-

able, Xi’ will be defined in the same manner as other variables.
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3. Variable storage items are output for non-dimensioned, non-common,

non-equivalenced variables.

Further checks performed in Phase III.

1. If N appears in: FUNCTION N(. . .)
then N must also appear in the group as a non-subscripted store item

or in an input statement list.

2. If N appears in: CALL N(. . .)

then every occurrence of N in the group must be from a CALL N(. . . ).

3. If N appears in: SUBROUTINE N(. . .)
then there must be only that one item in the N group (i.e., N may

not occur anywhere else in the program).

4, A name will be indicated as a subprogram reference ( in its mode
word) if it is followed by a left parenthesis but does not occur ina

DIMENSION statement.

5, If the first item of a group is a built-in or library function item which
was generated in Phase II, the group is processed accordingly.
Library function names have been sent to File 91 by Phase I; built-in
function names are dropped, since these functions are considered to be

unique operators after Phase III.

ERROR PROCEDURES

The recognition of an error in the source language causes a two-word error item to be
sent to File 92 and an appropriate item to File 4; the File 4 item generally contains the
usual sequence information in word one, the mode word for the group being processed

in word two, and the third word of the item in File 3 in the third word. If the error



detected would create anomalies in later phases. Phase III will putput a necessary

item to allow the compilation to be completed.

OUTPUT FROM PHASE III

Items output to File 4 have a three-word format:

Word 1: Digits 1-5 Sequence number
Digits 6-10 Subsequence number
Digits 11-12 Item identification

Word 2: Mode word

Word 3: Special information dependent upon item type.

1, References to variables

ID = 14, 21, 22,25, 26,27, 28,29, 46

Word 3 contains the definition point (DP) right adjusted.

2. Referenced statement

ID =08, 11

Word 3 contains (DS, L, P)

If any non-executable statements (ID = 09) were references, their

ID was changed to 08.

3. Statement references

Word 3 contains the sequence of the continue item right

3.8
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adjusted. If this item occurs in an assigned group, or

should be assigned the D digit of the mode word is 1.

Word 3 contains the alphanumkeric name of the assignee.

ID =35

This SAL EXITS item dropped (see SUCCESSOR).

FORMAT statement

This item is dropped.

Format references

Word 3 contains (DS, L, P)

PARAMETER

ID, 01

Word 3 contains the value of the parameter in floating point notation.

The B digit of the mode word is 1; the C digit, 2. Thus, a parameter

must be an integer and need not appear in a mode specifier statement

(ID = 06).
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Parameter references

Word 3 contains the value of the parameter in floating point notation,
Valid references, ID = 03 or 14, are changed to 45.

Missing parameter values are set equal to 1.0

CONSTANT statements

Word 3 contains the value of the low order part of the constant, It is

not checked for being non-zero, nor is an improper mode word B

3.10

digit changed. Constant references are treated like variable references.

Mode specifier

ID = 06,07

These items are dropped.

DIMENSION

Word 3 contains the number of dimensions in fixed point, right adjusted.

If more than one dimension declaration is made for a variable, all save

the first have ID = 50.



11. EQUIVALENCE and COMMON

ID = 04 and 05

Word 3 contains zeros

12, Induction variables

Word 1 DS, 1. 19
Word 2 mode word for non-induction variable
Word 3 O. (Se). 00

Se = sequence of 20 item or, 0———0 for nested

DO's on same induction variable).

13. References to induction variable (within DO loop)
A. ID = 07
Word 1 S.SS. 07
Word 2 411 0000 OFFFF
Word 3 DS, L, 6P

Valid references (ID = 14, 28) are changed to 07.
Arguments of a CALL, ID = 31, are unchanged.

14. CALL

ID = 30

Word 3 contains (DS, L , P) (see 21).

11



15..

16. .

17,

Arguments of CALL, unsubscripted

These items are treated as references to variables (ID =14),
statement names (ID = 16), or formats (ID = 15) as approp-
riate.

Arguments of CALL, subscripted

B. ID =41

These items are treated as references to dimensioned.

variables (ID = 25).

SUBROUTINE

32

S|
I

Word 3 contains the number cf arguments

The name becomes the SAL LABEL for the object program. (See
"OUTPUT TO FILE 91" - below).

Argument of SUBROUTINE

ID =33

References to an argument will contain the argument's order number

(within the list of arguments) in the mode word.

Word 3 contains the definition point.

3.12



18.

19.

20.

21.

FUNCTION

ID =34

Word 3 contains the number of arguments.

The name becomes the SAL LABEL for the object program. (See

"OUTPUT TO FILE 91" - below).

Arguments of a FUNCTION

References to an argument will contain the argument's order number

(within the list of arguments) in the mode word.

Word 3 contains the definition point.

Store expression item

Word 3 contains zeros.
(The mode word of this item is required to properly complete the

Polish notation analysis in Phase IV).

Library Request Function

This item is output to File 4 only for CALLed and implicit functions.
It provides proper mode information for referenced functions. Word
3 contains the alphanumeric name of function to be included in the ob-

ject program.,



22,

23,

24,

25,

3.14

Name of Arithmetic Statement Function

Word 3 contains the number of arguments. (See "OUTPUT TO FILE
91" - below.

Argument of Arithmetic Statement Function

This item is dropped; however, its subsequence number becomes a
pseudo-name (UFFFF of mode word) of references to this variable
which are in the function skeleton appearing on the right hand side of
the function statement.

Variable Storage Item

For all non-dimensioned, non-equivalence, non-common variables,

a storage item is generated with the following format:

Word 1 (SD-5) . i. 0€
Word 2 mode word
Word 3 0——90

(SD-5) is the DIMENSION sequence counter less 5;

(i) is a counter denoting the ith such variable,
SUCCESSOR Items (non-extensible. - see Phase VIII).

Word 1 (SREF) . 0. 03 sequence of reference
Word 2 0200000 (SCONT) sequence of continue
Word 3 0 01




26.

27.

28,

TO Item
A, Word 1
Word 2
Word 3
FROM Item
B. Word 1
Word 2
Word 3

Function Reference

ID = 47

(DSc) . 00007 . 40

(DST) 0——o0

(Sc) 0——— 0

(DSr) , 00006 , 43

(DSc) 0————0

(8) 0

3.15

DO sequence 0f!
continue.
DO sequence of

reference.

If a group contains only 47 and/or 25 items it will be treated as a

reference to a compiled function.

Word 3 contains zero. (see 21).

Reference to assigned variable) from "ASSIGNED GO TO")

ID =17

Word 3 contains (DS, L., P)

The mode word D digit is 1.



29,

30.

3.16

Listed Assignment

These items are dropped; they produce SUCCESSOR and may produce
TO and FROM items.

Assignee

ID =13

Word 3 contains the DP, which is the sequence of this item,

The mode word D digit is 1.
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OUTPUT TO FILE 91

A. File 91 is the dictionary file for LSC; it contains all the names
(i. e. , symbols) used in the source program and names generated

by LSC. Phase III will file all names it encounters (one for each

group) with two exceptions.

1. Names of unreferenced statements,
2, Names of library and of all built-in functions.
B. The name of an ARITHMETIC STATEMENT FUNCTION;, FUNCTION,

or SUBROUTINE when filed in File 91, will be immediately followed by
(n) items, one for each argument of the subprogram. These list names
are generated by converting the File 91 entry number (CRDREF) to

alpha-numeric and appending AR,

e.g., FUNCTION NAME F (A , B)

FILE 91 66 NAME
67 67AR
68 68AR
C. LSC names which are incompatible with SAL are prefaced with a 9 by

Phase III. These names are; HERE, SAME, and SEG ii. The name
of a FUNCTION will be attached to the first executable statement of
the subprogram; all references to this name within the subprogram
will be prefaced with an 8 to avoid having a statement name and vari-

able with the same name.
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OUTPUT TO FILE 92

Error items (described in the Phase IX report) are output as two-word items. They
will contain the alphanumeric name of the group in question and hence will facilitate
understanding the source error (or probable error). A complete list of all con-

ditions which will cause an error item to be output is found in the Phase IX listing

(the "parallel codedit").



l

3.19

LARC SCIENT FIC COomMmP|ILER Phasge 1|
[0RT F3 on Gek next SPOQP‘ Nowe.
NAME AND SEQ. (all ttewms with  |—— Close F4, F9I, FOQ
‘ Same ~NAME)
@ Save wdex word ConTROL
v ss 2.
I PNCE -fo Pa
29 NAME

00000 —»p3SSaf CRSDEL

I. (cRSD-5)—+Safcrsde
o6 ——'tbo,rc&sbe}

O NAME —» NAME

S, O—s+onLY 1
o —» FROM+2
C —» O+ 4

3. (CRSA—1001)—> CRSIT

I RESET

AR

2. o— A,8c,D,C
m,DFP XXX

* )
Specifieat by
RXX

@ T‘é\ns—[‘e ¢ B loc,

(Tspiwﬁcl’e;
LScER 3Lt
= Loc Q; ecro’

Lilie =
detection .

§

& &

Continoe B lock -for Gongtroet mode mrd;
mode wordl a\.fcrmahbn and bejm pass 2,



LARC. SCIENTIFIC COMPILER Phase TIT

3.20
Develop mode weord
and resgel .rcx- ‘#acc 2
| —=cC
+
¢ —c
: A
T = 1,24 > - Is\‘.chr.q‘nbw. $h S —6
c:1,8%4,5 Bto X3k, L, MmN
=35 -
1
l |—>» 8 '
3998
CRDREE — Y RrFpe Restore index
[ b’ud—
¢ —< b initial vele,
ABCDHEEEUF®FE —p MODE —s M T
O3iliopsssss ; NAME —» FO2 (Ennon‘d"cu)
Lym;N —e F4 (Fue 4 rad)
thew
Nowe

Thss l: deude'a moole
word,

?a«&: ga\enaib Fq
Yrewms

3ID+ k)[Go b Fausfe- fable
Moulbqr



LARC SCIENTIFIC COMPILER “Phase. Il

3.21
.D'scl‘:ov\ar\j enkies
.For arsumou«rs O,)C
SUBPf‘C:ﬁf‘aMS
# (aot a varable)
= (varusble) o oﬂpélﬁs'
= (GOMMOu. or #
etivl\la‘&/\b‘)
+ ” NAME — FOI I
("‘4“‘%*@9@‘; N\
Pomt — Sek
1
OCo
no. o_ﬁ args —> D
3CHEKI
# [dlmus:éned)
(Q&m‘a\e varable) [= 1. (cRDREF) => od humeric
store Lrem. i o 6‘+ AR
CRSDG + 19000 —>» CRSD— L .
O —a N R, ]Oszudo Name —» F9'
L; M N —>F4

3chexk

reselt

NAME —= FOI l(b""“"“a"ﬂ )

eam

e.q. I_F He name q.( a Subknosrem)wkiok
' has three argoments, were .ﬁ_k_d as
the 88™ iewm in the dichounaryy the
g9 9o™ and 91¥ emkries wouldd

be , t‘eskceh'uo.k' ! §9AR, go AR awd
o1 AR.

No doftl«'d‘.bn powk
.Far variable



LARC BCIENTIFIC CoOMmPILER ?kasem 3.22

PARAMETER

| —=B (’d\rtger)
2 —c!
value of parawmeter —» VALLE

VALOE —» N

) Tarameler is deﬁued
Mmore ‘H'\aw ownce.



lLARC [CIENTIFIC CoMmPILER

DIMENSION

{ SO0 —ID

991 —e EEE
and. CRDIMT

—

Thase T

3.23

D+ CRDIMT
— EEE
and CRdPITMmT

3Anead

3oav
Iboz.l nomber o_; Admen —»= N J—————-—-
202
e
Dimemsion Variable aud
o226

Name a\ﬂ:e_avs m Mmore
v tHan one dDiMENSION

statement .

Dimension table

o2s exceeded.

parameler have sawmme
nawme.,

O — Dumensicuned
Varable.




LARC SCIENTIFIC. COMPILER Phase T

3.24

PARAMETER. REFRERENCE

- -~ Name mugt be Starement name uvsed
b et
PARAMETER. relerence.
— Tacameber r‘efere,v\ce_ Formak name
o338 _F,,‘ de.F\Mcok rezrumed as
COMSTAT Paramgl”er.



LARC SCIENTIFIC COMPILER Thase T 3.25

EQUIVALENCE

309 %
3049X1
=0, A
Iboq‘o Ao ,2 3 Ar2 —
=2,3
3AMEADd
304V
O —e N :
304c
IDog.o 2 set o —n STremq
resel

103

Tarameler on
eqguivakeuce Usr.



LARC. SCIENTIFIC. COMPILER Phase TIT 3. 26

305V

> Name tn more Pacameber n
than one Common Commont shatemeut.
s\’a\'e menls .



LACC SCIENTIFIC COMPILER Phase TIT 3. 27

VARIABLE MoDE SPECIFIER

203A
o030

Extract 6 digik
a.r wordh 3

FuoNCTion MODE SPECIFIER

3074
© 3o

Extract B dlSU'
o.f word 3

3078
[Oo —-Ib—|

Name appears wm Mmore
thauw | mode
s|p¢c'u,?i¢r' stafement.



Phase TTT | 5. 28

LARC SCIENTIFIC COMPILER

NAME oOfF EXECUTABRLE TABLE

'DS)) P —» DSPe

= D3, coocoo T do —+T¢

s‘;i‘?;;:: — a|DS. 0. O —>FROM
- 8. ©. 0-—>3g¢F%

0200000093553 23N T]

308V

subseq,,—o Seq.
©— Subseqg.

3sea

J(DS LP) —e

Starewenkt and
Paramd'er have

Same. nawe.

Statement Aund
o3) variable hauve
Same nawe

g <

Shatemenlc and No re.(gru\czs
constaul have = named
Same name gratement.



LARC SCIENTIFIC COMPILER Phase I 3.29

Check «ror “cheop -oob“)

l‘e{ rences

O—» 3 ALL

Y

Gek None 3ALLiO }— ANEXTG
“4: LreM
* (All. refs. were
"dt‘ofnod':“

non- Zesro
—» BALL

2 C)

S, Ss . 3¢
OO —» ITD Q,F Qz.r fo——————— 003 ©o0oOo 0OQOO0O }Fq
(= ©

@ Poss'oUe d "o’> -oul f‘a(e_re,«ce.

lb— ID of Ref. (C“aMgé possible dwF«out")

13 s". name. rg_ﬁ.




LARC SCIENTIFIC COMPILER Phase TIT

NAME oF NON-EXECUTABLE STATEMENT

Og —+ ID

NAME oF SAL STATEMENT

—{ 3NEXTG

3. 30



LARC 9SCIENTIFIC CoOmPILER ’Pkase. l”

3.31

NAME OF FORMAT

310X
QO -——’ID SF
5 —c! !
3oV
o35
el

31TEMY

3103
Ibao.a 3NgT
™, 3xxx
310F
Do s 3NEXTT

Yariable and ' Stalement name aud
-F;rMat have Paramel’er have
Same name Same. Nawme

Constant aud
rmalt have
Nnawme



LARC SCIENT\FIC COMPILER

ASSi@&NED ST. NAME REFERENCES

2%

| @
312V
\ c4i
3i2¢
A vy, —( 3125
L \/
W/ 312s
3i2s

BRF

(PS,.L,P) —a N [———m

T

Varable was
assijv\ed as
S*al‘em.t re-rdewc:

o4 043

oqe ?araw\el' er Wwas
aSS(qu\eD\ as
staremenkt M.{erewng .

Phase. T

Constant was

a3sg(

Sfam r‘efcw

3. 32



LARC SCIENTI\FIC COMPILER “Phase 111 3. 33

AsSsiEnNED VARIABLE

| — B&X 13
4— c R
RIAXY —a XXX

313X

3N3X|

BBXI13+|—> BSXIB

- | DLTEMg

Asgsignment mad
gt mose

ASSiﬁnc.d. variable v Assuonmenls made
in A4 cdumension B coustaut.
Stalemenst.



LARC SCIENTIFIC COMPILER. Phase TIT 3. 34

UNSUBRSCRIPTED VYARIARLE REFERENCE

39

)

319v

‘._"DP-—*N -,

Iblf—\.l

314¢

VALLE —=
45 —» ITD

?

3195

3

3iqr

Stalement name
refecemcest 83
varable

rotwmal nawe

r‘e,{’ eremcecl AL
variable



LARC SCIENTIFIC COMPILER. M 3.35

STATEMENT NAME REFERENCE

NG R
Iblé‘o 3T'D99
OUTFPLT SUCCESSOR
TrEm 1
SE - S’eqq{' ass.(gv\wtc“l’ -] SS5s3, 99999'03
s — » SSSSS 02000, 00(sconT) :¢
O = 4

Ves

3o

OUTPUT T I TEM

L (b S (‘ow") . °°°°7A4O}F4

(DSrep). ©.
Ay

- (DS, L,P)—> N

2 OS54 OUTPUT FRowm TTEM
(DS“‘F). Ocoob. 43 -
(‘BSCOV\}')‘ o. O.

4

o — ©

Unass’ll.jned vacrable r'e.-rereucad
as shatement name.

<

os2 Paraw\e)'c(' F&Fercmced as
statemenkt wnawme

(DS,L,PDof next
Coustaut r'e.ferwced as azggn—> DS, ‘ZOV‘_‘,
3"ér€we»~t name., -

formalt name l_f‘efermeot @
as shabzmenlz name.

<q <



LARC SCIENTIFIC COMPILER “Phase TIT 3 36

ASSIGNED VARIABLE REFERENCE

37 x

3

-

7Y 31TV

2\ Sef | 11—
- word 3 —=(DS,L,P)e
VYrega t -

lo®

\/4-

817

93/

»{ STTEMQ

Y ~No asétsnmeu.t . ©93 Asstﬁn‘v\ewt made
-Yor variable \/ b coustauk

' Ass‘:.sAMm.t made.

7 et



LARC. SCIENTIFIC COMPILER Phese TIT 5 37

LISTED ASSIIGNMENT

BEX

31¥V
Ootput Successor
wordt 3 DS, ., P h
1| irembFq —es e @ é




LLARC. SCIENT\FIC COMPILER. ’Pkase_ T{T 3. 38

INDUCTION VARIARLE,

G20

L.— SgF 19
4\ — ABc o,f mode [T
BIGVR —= XXX

. O — Id ‘
(Word 3) —e ™

oo(s () cooo o —+N LM, —> Fq

|

—= FLG 19— H

SANE —= XXX

SEF 10— L

O —» )
-t —>H
H —=FL&I9

o~ O ~—eSS |

Fug 1 — H
H+1 — H
H — FLES

) 6o
PYTA —_,L_y\due)‘wvm varable o558 Counstauk or
not an w\'tesu parameler vsed
as IV, '
Sobsercpred St name uvsed v
v e oase v o T
< Im)ooo}:‘er =S ———— Format name }
uduehon variable o6o vused as T.V.
w‘dl«m “J's look

O ntle)



LARC. S8cieNTIFic COMPILER “Phase TIT

STORED UNSUBSCRIPTED VARIARLE.

321x

Ibzv.o 3ID99

32iv
32l
YSet

32)s

Statement name

Peramd‘e.r a{:ktars | -_553_
v as shore Uem C!Ft:ear's as stoce. U,

Gonstanl aH:zars Formalr name
as shore itan. a’a]xars as shore Uem.

3.39



LARC SciENTIFIC ComPILER. ’Pl'\asc-m

INPUT—~LSTED UNSOBSCRIPTED VARIABLE

3A26x
T, o 3Tdgy
326y
3%
é
Sek
o7s
326s
oy

s

o76 raramelec St name
tnpot List T/ lsk
&V\S\'M LM,
u,\\m_,l: Lis\ |

formal name
wm I/g usk

3.40



LARC SCIENTIFIC COMPILER Phase TIT

D, CUTPLUT— LISTED VARIABLE UNSUBSCRIPTED

2

2%.0

32%v

DP —> N -

328
45 —= ID
Varoe —=n
328s
IDgg 3 AN 0777 »==(3TTEMY

V

32%rF

P77

o77/ St .name v I/ bsk

Tormal nawme tw I/¢ [isk

3.41



LARE ScleNTIFIC COMPILER

Phase T

STORED SUBSCRIPTED VARLIAALE

O20 Ib?.l

OUTPUT -LISTED SUBSCRIPTED VARIABLE

: INPUT - LISTED SuRSCRAIPTED VARIARLE

o2 Subsatfu)a}‘eol referenc e =
non - dumensgiowed vacusble.

3.42



LARC SCIENTIFIC COMPILER %&Tﬁ

@ SVUBSCRIPTED VARIARBLE 1IN AR THMETIC

32sx
= (47 —T> | @ C'rzatpas -F.me)‘lov)
= eference.

3.43

Trear as
variable

325v

)
R
o

W
¥

32SF

6
<
<)

Sobseripled reference Sobserpled refesence
1) Faram&\’er e‘)& NG ) —F:ww\a\' name ,

Sobsenpled reference
6 o glafement name



LARCE SCIENTIFIc COMPILER Phase TTI

3.44

3236 —b XXX

ARITHMETIC STATEMENT FuncTiod  paged
323x%
4 — c’ ‘ ‘B ‘o > -
5 —=A
<
Ist.char. ! X )X 2—8
) — B

323x0) | FOf args. —= \
B23K2 ——> XXX (23 tem)
QO —
293 KD e XXX . (39 itew)

# o.r at‘gs. —_— D

323V

Save mdex
Lo 0.

o6y




LARC KIENTIFIC COoOMPILER

Phase TIT

@ AR THMETIC STATEMENT FurlCcTiON Pase 2.

W

Im‘aoo‘:»er (‘E-FCJ‘eMce

B arthimelic st

~F~Jv\d{ow .

Arthmelic —F.mchow
name LV\
Aumension sk

Acthmelic %nol"ﬁon

name (i Gommon

st

Ar‘d"r\MeT'ac. -F)nchon
name iw
eq,uu/a\emce. st

3. 45



LARC SCIENTIFic COMPILER. Phasge T

Dommy ARGUMENT OF ARITHMETIC FuNCTION

. = ist. chae \ =%
Blo anaww.:)(

—

329A

&—> A o,f medle

| ——c o{’ mode

&2|— Ak QfMOdG‘

3. 46

XXX —» SAVE
3 == XXX

Sub. Seq—»> LFEFFE

@ G:H—"F\ECQ(Mod

Im}aoo\uer use Q-F dommy
argoment 0{’ arf thmelic -F.md’ion-




LARC. SCIENTIFIC COMPILER. Phasge TIT 5 47

cAaLL

— 4 —c!
BIOoXK | ——e XXX

330V
oS -
330c,
set ,
\ o6 ,
33208
oIF
330F
o9
p= IMFr‘obu vse Constaul Sk, name
4 called fe{’enewced as referenced as
gUbroulime called subfooline called subroulime
Nacuable p= farameter Tocmat
ols rePerenced, a3 4 ;ﬂ'v&z\cm as ©19 referencedt a3
led Subroutime called, Subrovlime

called. Subroulivne



—

LARE SCIENTIFIC COmPILER. “Phaze I

3.48

UNSL&Sc PTED ARGUMENT ©F ALl

33X
@ v@
33iV
S—e 2P |
—e]
S —» N
33ic
45 —ID ={3ITEM4
VALWE —» N
33is
T—D33 (DS.L;P)—‘"'" - S»ccessor—-—F4‘
[

33IF



LARC SCuENTIFIc comPILER Phase T 2. 49

SuBRCUTINE

other ™\ Yes e
392 u@ *\0"/‘
o

No
Name «Vor)
NAME —» CRLABL chéc.)‘
335284
4 —c

332 D —e XXX

no. args -— D

R332 g —= XK¥ X
V\oAargs —_— N

"~ Moltiple svbraoline - “Name < subrooline
atafemenls. f usect elsedhere (v
F!‘o&f‘éom.

coz/ Subtaslne and
] .Fmdow alatement



LARC SCIENTIFIC ComPILER  thase TIT 3. 50

333F

SR

ArBuMeu.t o,F subrodslme ocoP Af‘sumewb o_f subraclime
“iiF’ n Commown s  @ratfement name

_/-\ogumcv\t o,{’ sobralline 009 Qfguw\w q.f’ sSubroulime
W eguivalerce. i afoomat name.



LARe SCIENTIFIC COMPILER Phoge. T 3.51

FoNCTION

'

~NAME —> CKLAR L

Y
4 — !
B334QY —= XXX
no.of args. —= D

| —»
(croREF) —2-UFFFF of mode
word,
Mmode oM — CRFLNC
B NAM E—e NAME

l

fesel

Subroolume. and

‘F" ou (nest c[ grovp will be >
©

Moltiple fonction

W stafemen(.

[rocesged &8 A vaciab!



LARC SCIENTIFIC COMPILER Phase TIT

SAL EXITS

235¢

o O.Jl'puf' Successor
353 tem b Fq

Unassigned variable Coustant un SAL
W wm SAL exilB hsk. v exils Usr
oo TArameler un SAL Formalr n  SAL
exifzs ligk v exds \sr

M)
on



LARC SCIENTIFIC. COMPILER Phase 1

. ConNSTANT

33§x
2—sc!
[ Loord 3 — VALOE
335V
oL3

33Fc

+

r

095 / |
= 3SuUxS

SuccESSoR. TTEM

. 83S$$.99999,Vo3 — L
© 200000 (seq,. (’owam;e) — M

O —» N

~(

o83 VNarable and coustant
have same name .

V. Molkble defining Uems
& —F:r counstant.



LARC SCIENTIFIC. COMPILER Phase T

@ STORE EXPRESSION

339x

SRS

3%0v

ot
s msd' _\-59,7 A
s

3.54

D

Paraw\ef'er and Cx};neSSlov\ Sk name Aud en{:nzss'\ov\
have Rame name. v have same name

Constant aud expression oD Format and exhression
have sawme nawme have same name.



|

]

LARC SCIENTIFIC COMPILER Phase M1

(%)

[55]

SUBSCRIPTED ARRUMENT OF CALL

Id B3NEXT

%

o023

Non- Subsc.f‘;}:"ed f‘efaemcg Sub&’.l"-.#\*ed r‘a.ferev\ca )b
o dumensioned varwable. w stafemenl name.

gL)lQSC.f"Lbi'cd r’e-fercv\ce. o guhSaoLFVed (‘G)Defemee_
Perevwefer or Coustant. v = mal hawme,



LARC SCIENTIFIC. COMPILER. Phase TIT 3 56

ARCUMENT OF FuNCTIoN

342x
l—D-'-L%?.o _@
3492y =p
A:OQ\‘S:z : ~:O\\7 S—a |
)y \/ O —a» N
= !)3
|
\ oo =3
=1
342
¥
VALVUE —s N
45 —= ID
242s

0‘3 | @

oo .Af‘gume,wl: o,f -ﬁmchow o2 Acgoment of ﬁ;ncfm
i common Stakement. i shtatement’ name.

Argoment ton Coa/ Amgoment nehiow
erpn g Srowd R



LARC. SCIENTIFIC COMPILER Phase 1T 3. 57

BLILT- IN OR LIBRARY FUNCTIOMN

Yes OO —=Ib
any refs? 4 —-c' ‘
of 3GTRI — XXX
~No

._.CD gl
ey
\o84 /

o849 Im*;ﬂo’pe_r reference B Libranj
v or builk-in nehion.



LACC SCIENTIFIC CoMPILER Phase. 11

3.58

LT OF Do

b
(@)

dJ
&

~ 3zD99

e
VALLE, —— N
03 —=ID

o

£

[l

246s

St name used as
T S

o8o/ Tormat used as |
Linack Q.y DF



LARC SBCIENTIFIC ComPiLER Phase 111 3.59

@ FoNCTION REFERENCE
00000, 00005 494 —=L
4 —< - & e } Fq
B3YGTXKI —e XXX NAME —> N
= T
Seq. —_— N
+*
2347y
)

M7

Q= Ry
sk
347s

347F
Tm f‘°}>€1 fefefo\ce 089 /(ongtant t‘efuenced Tormat neme
t fonetion asg .Fmd‘u‘on. I‘e[’eremce‘i as
-F)nc‘h«'on.
\C%8/ Tarameler M”,,e“ed St name referenced
as fonchion. as fonetion.




4.0
PHASE IV

Phase IV performs the following major tasks,

1. Determines relative locations of all variables in memory.

2, Solves the system of linear equations provided by EQUIVALENCE
statements,

3. Determines the mode of arithmetic expressions and attaches it to

operations and functions within the expression.

4. Updates the definition points of common and equivalent variables.

5, Determines and forwardsito Phase V a great deal of information

about DO-loops and lists,

6. Converts subscripts to single expressions.

7. Performs the numeric arithmetic in reasonably uncomplicated

subscripts and splits or puts their terms into three parts.
8. Computes for Phase VII the number of elements in implicit arrays.
9. Creates all of Files 50,51,52 and 60, and part of Files 61 and 94.
(Output to File 60 and File 61 is in F4 format, Appendices describe

the other files).

10. Performs several error checks on the source-program-generated

items.
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File 4 contains nine classes of source language statements in the order below.

(Within each class source language ordering is preserved, unless otherwise noted).

A.

FUNCTION or SUBROUTINE statement if one is present.

LIBRARY calls

PARAMETER statements

One item for each variable not appearing in a DIMENSION, EQUIV-

ALENCE, or COMMON statement, or as a dummy argument of a

FUNCTION or SUBROUTINE statement; hereafter called "'simple

variable'" items. (Alphabetic order).

DIMENSION statements.

EQUIVALENCE and COMMON statements.

CONSTANT statements.

Arithmetic statement functions.

Executable statements, including:

1. Arithmetic statements

2, Induction variable items

3. Control statements (IF's, GO TO'"s, input-output statements,
etc. ).

4, CALL statements.

The treatment of each class of statement by Phase IV is indicated below.
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Phase IV operates on File 4, which is sorted on the first word of each item. The

general form of the items in File 4 is:

Word 1:

Word 2:

Word 3:

or

or

Digits 1 - 5
Digits 6 - 10
Digits 11 -12

Sequence number
Subsequence number

Item identification

Mode word for the item

Special information depending on the item type.

a. ‘A numeric value (for a constant item).

b. A "definition point" (D. P.) (for a variable).

c. The level (for an induction variable reference).
ete.

File 4 was formed by Phase I and Phase III. Items in File 4 that represent

punctuation, arithmetic operators, numeric quantities in the source program, and

executable LSC statements are filed by Phase I, the rest by Phase IIl. Phase III

creates several new types of items for File 4, as well as substituting constant items

for all parameter references.

The new items conform to the above three-word for-

mat. In most cases, the item identification is that assigned by Phase I

Output from Phase IV goes to Phases V, VI, and IX. When F4 is thoroughly pro-

cessed, Phase IV operation is complete.

Note: Phase IV has its own contingency routine.



FUNCTION or SUBROUTINE Staterent (if any).

Subprograms differ from main programs in that the memory
locations of parameters to the subprogram cannot be known at
compile time. Later phases of LSC produce coding to generate
these locations from the parameters given in the main program's

calling sequence.

Phase IV assists in this generative process by sending to File 94
items defining each parameter as 0. (See Appendix III for formats

of items sent to File 94).
Example: Source Statement: FUNCTION F(X, Y)

Object Statements: DEF X: 0
DEF Y: 0

LIBRARY CALLS

A library call item is output to ¥94 for each item.
PARAMETER Statements.

Phase IV sends a raw-code item to File 94 for each parameter.

Example: Source Statement: PARAMETER N=30
Object Statement: DEF N: 30

Since the value of a parameter is substituted for its symbolic name
throughout the program, the definition of parameters is not necess-
ary; it is added as a convenience to users who may want to refer to

the parameter in SAL coding embedded in the LSC code.



D. SIMPLE VARIABLES

Phase IV makes storage assignments for all variables mentioned in
the source program (except CONSTANT''s, subprogram parameters,
and COMMON variables in subprograms).

The storage is reserved by Phase IX. Phase IV sends out an item
giving the total size of COMMON and of non-COMMON data. (The
COMMON item is not output for subprograms).

Each variable is then defined by a DEF item to falliin COMMON or

non-COMMON storage, whichever is appropriate.

1. DIMENSION statements produce DEF's for non-equiv-

alent non-common arrays.

2. EQUIVALENCE statements produce DEF's for all

equivalent variables.

3. COMMON statements produce DEF's for all non-

equivalent common variables,

4. The remaining variables are defined by Phase IV on
receipt of a group of "simple variable'" items from
Phase III. The "simple variables'" are defined in
alphabetic order and are in alphabetic order in memory

when the program is run.

The leading statements of the object code thus provide the user with a complete stor-

age map for variables in his program.
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DIMENSION STATEMENTS

Phase III places in the mode word of each array item its relative dimension
table reference. Phase IV creates the dimension table and files all dim-

ensions in it for use in later Phase IV processing.

DIMENSION statements also have reservative force. DEF's for "ordinary"
arrays go to FILE 94, Also, each array name is defined in terms of an
LSC-created symbol which represents the actual location of the array in

storage, again by F 94 items.

Note: The location of the array contains its first element (1, . . . ,1)
while the name of the array refers to the non-existent element (0, . . . ,0);
that is, the array X begins in the storage location (1, . . . ,1) beyond the

location named X. This substitution of variable is done in Phase IV to

speed up later processing and enhance the readability of the LSC output.
EQUIVALENCE and COMMON STATEMENTS

These two types of statements are intermixed. Since EQUIVALENCE
statements cannot be processed until all the EQUIVALENCE relations are

known, the subroutine which processed COMMON variables is called by the
EQUIVALENCE processor.

1. Phase IV Treatment of EQUIVALENCE Statements

Each statement contains one or more chains of variables.
A set of interrelated chains is here called a class. The

processing as as follows:
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Two internal files are created, one containing
an item for each chain; the other, an item for

each variable.

The terms of the subscript of each variable

are multiplied by its dimensions to yield a
single subscript. (If any term is zero, 1 is
substituted and an error is output). The dim-
ensions of the variable are multiplied to

yield its total size. If the variable is COMMON,
the chain is marked COMMON.

All previously processed variables are
searched. If a match is found in a chain of
the same class, the current item is either re-
dundant or in error. The two subscripts are
compared for error and the current item is
dropped. If a match is found in a different
class, the difference of the two subscripts is
used o ''relativize" all chains of the later

class to the earlier class.

After all variables have been scanned, the sub- -
scripts within each class are relativized to a
mutual point. The largest subscript and the
largest inverse subscript (distance from the

mutual point to the end of the array) are saved.

During the final scan, Phase IV computes the
size of each class (largest subscript + largest
inverse subscript) and the start of each class.

It files in F94 an item for each variable giving
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its category (COMMON or not) and its distance

from the beginning of its category

2. Phase IV Treatment of COMMON statements

Variables which appear in EQUIVALENCE statements
are ignored (they have been processed already). DEF

items are filed in F94 for the others.

CONSTANT Statements

Both halves of the constant and its mode word are forwarded to F94

for output.

Arithmetic Statement Functions

Phase IV ignores the left sides of arithmetic statement functions.
The right side begins with a mode-of-expression item and it's anal-
yzed by the Expression Analysis Subroutine EXAN described in
Appendix 1.

While subscripts are permissible in ordinary arithmetic statements,
they are not in arithmetic statement functions; if one appears, EXAN

outputs an error,

EXECUTABLE STATEMENTS

When the first executable statement is encountered, the two data-
size items (above) are output. To aid Phase VI and VIII, a con-
tinue item goes to File 61 which makes the first executable state-

ment the beginning of a block of code.



4.8

Executable statements are of many types, and the types are inter-
mixed unpredictably. Phase IV processes input from File 4 in
groups, each group containing all items with identical sequence
numbers as assigned by the previous phases. The identification of

the least item of the group determines the path of processing.
1. Arithmetic Statements: Left Side

The EXAN subroutine processes subscripted variables on
the left and in input-output lists, the entire right side of
arithmetic statements and arithmetic statement functions,
the arguments of CALL statements and the operands of

control statements.

Each variable on the left appears in a group by itself. Pre-
ceding and following the list of variables on the left are
"list" items. Phase IV attached the arithmetic mode of

the expression to these items.

a. If the variable is equivalent, it is treated as a defin-
ition point for all equivalent variables. (Treatment
of definition points in Phase IV is described in

Appendix II, TEST 1 subroutine).

b. If the variable is unsubscripted, Phase IV asks
whether it representsanundimensioned variable or
an implicit array, if the latter, the number of el-

ements in the array;if attached to the item.,

c. If the variable is subscripted, EXAN analyzes the

subscript.
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d. If the variable is an array scanned by an explicit
induction variable, it appears in File 4 as a DO
loop group (q.v.) where the group contains only

the variable within its range.

Arithmetic Statements: Ride Side

The leading item ina group containing an arithmetic ex-

pression determines the processing as follows:

a, +, -, *, /, or **, Go to EXAN,

b. Colon. Colons also precede CALL's and subscript-
ed variables on the left side and input-output lists,
Treatment of these cases is explained elsewhere.

Unexceptional cases are handled by EXAN.

c. Mode of Expression ltems. Phase III outputs one
such item corresponding to each variable on the
left. Phase IV examines them; if any is double
precision, the mode of the expression is set to
double precision; if not, it is set to single precision.
EXAN then analyzes the expression, attaching the

mode to operations and functions.

CALL Statements

Because the called subprogram may redefine any variable

in COMMON storage, the CALL statement is considered a
definition point for all COMMON variables (see TEST 1,
Appendix II). At each CALL, Phase IV arranges for Phase V

to compute and store all current common induction variables.
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The arguments of the CALL are processed by EXAN. If
statement names appear as the arguments of CALL's,
Phase III will have generated successor items and attached
them to the CALL group. These are sent unchanged to
File 60.

Control Statements

DO statements are described separately below. The
operands of all other control statements are processed
by EXAN,

DO Statements

Note: Explicit arrays in input-output lists and on the
left of arithmetic expressions are treated as DO loops

after Phase I.

Phase I and III generate and Phase IV receives the following

items:

a. At the beginning of each loop:

1. A 19 item, containing:

A, The mode word of the induction
variable.
B. The sequence number of the loop's

end.
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The initial, final, and incrementing values

of the induction variable (constant or varie
able). These values are forwarded immed-
iately to F51, along with the dictionary ref-

erence of the induction variable.

TO and FROM items for possible transfers
of control to or from the current loop, ex-
cept transfers to the same loop which do not

bypass inner loops.

At the end of each loop:

A 20 item marking the end of the loop and containing

the mode word of the induction variable.

Throughout Phase IV, a table is kept in memory of

current loops. An entry is made in the table at the be-

ginning of each loop; the entry is output at the end of the

loop.

Each entry contains:

The sequence number at which the loop

begins.

The sequence number at which it ends.

Whether or not the induction variable is

COMMON.

W:hether or not the loop has the same range

as the next outer loop.
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Whether or not there are entrances to the
loop, i.e., FROM items from outside the

loop's range.

Whether or not there are exits from the
loop, i.e., TO items to outside the loop's

range.

Whether or not the loop is optimum as an
outer loop, i.e., the only transfers to the

loop are from nearby in the same loop.

Whether or not it is optimum as an inner

loop, i.e., has no exits to outside its range.

Whether or not .coding must be generated to

compute and store the induction variable,

i.e.,

1. It is used in arithmetic, or in a con-
trol statement,

2. It is COMMON and a CALL exists
within its range.

3. SAL coding exists within its range.

4, Its loop contains an exit,

The new name of the induction variable.
To facilitate Phase V processing, each in-

duction variable is '"renamed' according to
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its nest number and level number, where

these are defined as follows:

1. The nest number (0-999) begins at
zero and increases by 1 each time
one or more loops end. There are .
as many 'mests' in this sense as

there are innermost loops.

2. The level number (0-99) begins at
zero, increases each time a loop
be gins and decreases each time one
ends; it represents the number of
current loops at any point. 100-level

is the L part of the new name.

Items a through i are forwarded to F51 only
when the loop is complete. At that time,
also, an error is output if there exist: one
or more outside entrances to the loop but
no outside exits. Also, the loop is called
non-optimum if it is at Level 1 or if the
next outer loop is non-optimum as an outer

loop.

Note on Cptimum J.cops

When a subscript contains induction variables from two successive loops, Phase
V will attempt to combine the increment of the outer variable with the initializing
of the inner variable if the compiler can guarantee that the execution of one of

these terms necessitates the execution of the other; if so, the inner loop is called

"optimum?".
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The inner loop is optimum only if it is optimum as an inner loop and the next

loop out is optimum as an outer loop.

The flow of control can be quite complex. Phase IV does not do a flow anal-

ysis; but where there is doubt it errs on the side of safety.
5. SAL Code

The presence of SAL code is signalled by one item in
F4. When such an item is encountered, the SAL block
item output by Phase III is changed to a continue item
for Phases VI and VIII. All current induction variables

are marked compute: and store.
i’hase IV - - Appendix I - - EXAN (Expression Analysis Subroutine)
A. Treatment of Expressions by EXAN
Expressions treated by EXAN arise in a number of different types of
LSC statements, as described by the writeup. All expressions in

File 4, however, consist of sequences of operators and operands in

"Polish'" notation, each operator requiring two operands.

B. Processing in Phase IV consists of:
1. Attaching definition points to variables as described in App-
endix II.
2. Attaching the mode of the expression to operators and functions

not within subscripts for use by Phases VI and VII,

3. Recording uses of induction variables (except in simple sub-

scipts) for Phase V (see DO loops).
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4, Deleting subscripts within subscripts and subscripts within

arithmetic function statements (these are errors).

5. Breaking down subscripts into several parts, testing the parts

and sending them to Files 50, 52, and 60, as described below.
Treatment of Subscripts by EXAN,

Each subscript consists of from 1 to 9 expressions or terms, terms
being set off by commas in the source language. Except that terms
may not contain subscripts, each term is itself a full arithmetic ex-
pression, as simple as a single constant or as complex as a nest of

400 functions.

By multiplying each term by the product of the dimension of the pre-

vious terms, Phase IV converts the source language subscript

T1, T2, . . . into the single arithmetic expression

Tl1+ D1 *T2+D1 *D2*T3+. ..
(where D1, D2, . . . are the dimensions of the subscripted variable).

If the wrong number of terms is present, Phase IV outputs an error

item and processes only those for which dimensions have been given.

As it creates a single expression from the subscript, Phase IV breaks

the expression into three parts.

1. A constant part, This, and the namé and sequence number of
the subscripted variable, go to File 50. The two are renamed

to become the M-address of the output SAL code.
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An induction variable part. Each induction variable, its

numeric coefficient, and the sequence number go to F52. The

induction variables are included in the B-register of the output

code.

A remainder. The remainder contains ordinary variables,

functions, and the part of the subscript, if any, which is too

complicated for Phase V processing. The remainder goes to

F60, and is included in the B-register of the output code.

EXAMPLES:

a. File 1
File 2
File 50
Files 60-61
Files 7

b. File 1
File 4
File 52
Files 60-61

A has dimension (2, 3,4)

A (1,2,3) 1+2(2)+ 3 (6) =23
:A, ,123

+23 A

:A'0

A’

A (I, J, K) I,J,K induction vari-
LA, ,IJK ables.
11, 23, 6K;n =0

: AB

B is a B-register name.

c. File 1
File 4
Files 60-61

AX, Y, 7) no induction variables.
A, , XY Z
A CX+X+*¥2Y *6Z

CX = "convert to fixed' function.

d. File 1
File 4
File 50
File 52
Files 60-61

AQd,Jd, Z) J and Z as above
:A, ,1d72Z

+1A

2d;n=1

:Afx+*6ZB

fx+ = fixed point add operation
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Treatment of a Single-Item Subscript-Term by EXAN

Numeric. The term is multiplied by p (Product of dimensions
to that point) and added to total constant for the subscript. An
error is written if it is larger than the corresponding dimension,

or less than 1.

Induction variable. The product p is added to the coefficient
for the appropriate induction variable. (Coefficients for all
current induction variables are set to zero before processing

of the subscript begins).

Ordinary variable, or function without arguments. The SAVE

subroutine saves the item and its coefficient.

Treatment of Multiple-Item Subscript Terms by EXAN

The processing is in three passes, as follows:

Scan forward, creating an internal file, one item for each item

of the term.

A, Operation items include the type of operation and the

addresses of the operands.

B. Numeric items contain their value.

C. Variable items contain coefficients of 1 and whether or

not induction variable.

D. Terms containing division, exponentiation, a function
with arguments, or more than one non-induction variable
are not broken down. Instead, the term goes to F60, pre-

ceded by +, *, and p items.,
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Scan backwards, examining operations only.

A.

Addition. Perform addition of numerics.

Subtraction. Perform subtraction of numerics. If
either operand is non-numeric, multiply the terms of

the second operand by -1.

Multiplication. Perform multiplication of numerics.
If only one is numeric, multiply the terms of the other
by it. If both are non-numeric, send the complete term

to F 60 preceded by +, *, and p items.

Scan forward, examining operands only.

Numeric. Multiply by p and add to term's constant.

If zero, ignore.

Induction variable. Multiply coefficient by p and add to
induction variable coefficient table, If the coefficient is

negative, note special situation.

Other variable or function without arguments. The SAVE

subroutine saves the item.
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Source Statements: A =B(..., (4*3)-(2+]),...)

Treatment of the term: (4*3) - (2+1)

F4input: - * 4 3 + 2 1

1st Pass Table:

Entry: 0 - 1, 4 (operand addresses)
1 * 2,3 n "
2 const. 4, 0 (coefficient)
3: const. 3, 0 "
4 + 5, 6 (operand addresses)
5 c 2, 0 (coefficient)
6 I 1 "

2nd Pass:

Scanning backward the first operation is + in (4). Its operands (5) and (6) are
both single but not both numeric. No change. Next operation is in (1). Both
operands are numeric; so the constant designator c¢ goes to (1); 4*3 goes to
coefficient (1); "ignore" mark goes to (2), (3). - in (0) has one non-numeric
operand. Its terms (2 and I) go to a new table, the coefficients of which are multi-

plied by -1; so that -2 goes to coefficient (5); -1 to coefficient (6).

3rd Pass:

The table looks like this (ignoring operations):

wo - ignore
w1 constant 12
w2 ignore
w3 ignore

w4 ignore
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W5 constant-2

w6 I 01

The constants 12 and -2 are added to the total constant for the subscript.

If I is an induction variable, -1 is added to its coefficient so far. If not, the

SAVE subroutine files it.

F. Post-Processing of Subscript Terms

After a decomposable term is processed, a note is made if it is potentially negative.
This is necessary because the LARC represents numbers in signed magnitude form but

does not consider the sign of the index register in indexing.

2. Induction Variable Part.

An item goes to F52 for each current induction variable with non-zero

coefficient.

3. Non-Induction Variable Part.

The table set up by the SAVE routine is scanned and its entries output.

If it is not empty, items causing fixing of its components are output.

4, Potentially Negative Subscripts.

If part of the subscript goes to F52, the note of negativity goes with it.
If not, "+100000" goes to F60. Thus, the M-field of the generated

B-register is biased so that it cannot go negative.

The command
F #0 A+20 #
works identically for the two cases

(#1) = 1 and (#1) = -1.
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LSC adds the constant portion of a subscript to the M-address of the object code:
the rest of the subscript is contained in the referenced B-register. LSC must, there-

fore, insure that no B-register is negative when it is referenced.

LSC assumed that each term of the subscript is positive and, therefore, only those
terms which Phase IV decomposes can possibly create negative B-registers. In fact,
a negative B-register can result only if the term contains a constant greater than zero.

It must also contain a negative induction variable or another factor or factors non-

analyzable by Phase IV,

Phase IV also checks whether a decomposed term contains only induction variables

and a positive constant greater than the corresponding dimension. This is an error.

G. Post-processing of Subscripts

1. Constant Part

If the total constant is zero, the item for the subscripted variable goes

to F 61. If not, the variable and its constant go to F50.

If the subscript is all constant, a zero goes to F60 as the subscript.

(Phase VI eliminates zero subscripts. )
Phase IV--Appendix II--Subroutines

A. TEST1

TEST1 processes an item in an arithmetic expression and returns to the calling

sequence at one of 5 exits as follows:

1. Constant
2. Induction Variable
3. Unsubscripted Variable.

The parameter number of the variable, if any, is moved to the mode

word, The d-digit of the mode word is set to zero.
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4, Sﬁbscripted Variable

After the above, d is set to 1.

5. Operation

Operation and functions are marked with the mode of computation of the

expression. Functions are then treated as variables.

To eliminate unnecessary recomputation of arithmetic quantities by the object
program, Phases III and IV attach to each non-induction variable a definition

point, representing the last possible change in the variable's value.

TEST 1 modified the Phase III assigned definition points of common and equivalent

variables only. The phase keeps a running record of the definition points for those

special classes of variables.

The EQUIVALENCE point is initialized when the first executable statement is

processed, and replaced by the current sequence number whenever an equivalent

variable is encountered:

On the left of an arithmetic expression.
In an input list,

As an argument of a CALL.

L

As the induction variable of a loop.

The COMMON point is updated at each CALL statement.

TEST2

TEST2 tests all limits of loops. Its primary function is to update the definition

points of common and equivalent variable limits.
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SETZ

This subroutine, which is called by TEST2 (see below) and by some of the calling
sequences to TEST1, simply records the necessity to compute and store an induc-

tion variable by setting a digit to 1 in the table for that variable.

SAVE

This routine sets up a table of non-induction variables in subscripts and their

coefficients. (A maximum of 9 entries).

It insures that the source statements

DIMENSION A, 5, 6)
B=(A (X, X, X)

produce this code not this code
F #0 (.25 (02) ) F #0 (.20 (02))
#0 X M # X
CX #0 61 F #1 (-4 (01))
F # A #0 M #1 X
#0 B A #0  #1
A #0 X
CX #0 61
ete,
ITEM

Given a coefficient, R, and item, K, and a sequence number, S, this routine outputs
to File 60 on S the items
* R K

If this is not the first call to ITEM within a given subscript, a + item is put out

on the sequence left from the last call.
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F50

o]
o
(WY

Item 1

Items 2-4

4-word item

w1
W2. 4

ccceccOfffff

F40 item for variable

: fixed point constant
leading digit = 0 or 1 for + or -

: dictionary reference of variable.

4~word item, 4 items per loop

w1
w2
W3-4

w2
w2-4

IIIIT 00 DDDDD
tuvwxyz EEEEE

ignored

IIIII jOo FFFF
F4 item for DO limit

: new induction variable name
: sequence of start of loop

: sequence of end of loop

: indicators

: subsequence 1,2, 3, of limits

: dictionary reference of I

2-word item

w1
w2
I
a

n

IIIITIMOMaaaaaa

S SS On

: new induction variable name

: fixed point constant, leading digit 0 or 1 for + on -

: 1 if potentially negative.

4.18.6



Phase IV--Appendix VI--Output to F94

Fo4

Note:

wooqosmn'xoowle

[
- O

12

4-word item

w1
w2
w3
w4

(Sequence)
(I.D.)
(In general, left of

=)

(In general, right of =)

For ID = 11, second word contains abcdeuffffID

Implied
by I.D.
DEF

DEF

DEF

DEF

DEF

DEF
$STOR
DEF
$STOR
Reserve k-
storage for
F

LIB

Word Implied
3 by I.D.
F : G-
G : 9 DAT+
G : 9 COM+
G : 9 COM+
F : 9 DAT +
F : 9 COM+
: 9 DAT
F
: 9 COM
1st half
F

F = contents of dictionary reference f.

G = symbol generated by Phase IX from f.

K = fixed-point constant

Word

4

AR R R R R AR RA

2nd half

ignored

4.18.7

Generating
Source Statement

DIMENSION
DIM, EQU I
EQUIVALENCE
COMMON
EQUI

COMM, EQUI

PARAMETER

CONSTANT

LIBRARY
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5.0
PHASE V

PURPOSE:
The main function of Phase V is to optimize an object program with respect to

manipulation of indexing quantities. This includes:

S 1. René.ming subscripted variables containing constants in their
subscripts.
2, Creating code-generating items to form induction variables which

must be made available to the program.

3. Creating code-generating items to form subscripts containing

induction variables,

4, Creating code-generating items to count the number of times through

each loop.

INPUT:

Prior to Phase V, Phase III has labeled references to induction variables in the range

- of the controlling loop as such, and Phase IV has collected a great deal of information

about each induction variable, passing this information on in the form of Files 50,

51, and 52,

File 50 contains one item for each variable containing a constant in its subscript,
F50 has nothing to do with induction variables; a program without any may still generate

a large F50.

File £1 contains a group of items for each loop in the source program, including the
old and new names of the induction variable, its range, its limits, exit-entrance

information, etc.

File £2 contains an item for each reference to an induction variable in a subscript
(unusually complicated subscripts excepted), The item contains the variable's new
name, its constant coefficient, the sequence of the reference, and indication whether

the subscript is potentially negative.



5.1
DATA FLOW:

F50 is read in and its item split to be sent to F61 and F91.

F52 is then input and used to form F53 and F54.

F53 is sorted and processed to form F55 and F56.

F55 is sorted. Then it and F56 are processed in alternating groups by F51 and F54.

When F51 is exhausted, Phase V is finished.

The forms of F50, F51, and F52 are described in an Appendix to the description of
Phase IV. The internal files are described in Appendix ‘A. The prdcessing is des=

cribed in detail below.

Note: Phase V has its own contingency routine.

PHASE Va: RENAME VARIABLES AND CONSTANT SUBSCRIPTS.

Example

Source statement: A (5) =A (I+5) + B (2*J-1)

Object statements: Fil #0 A+5 #1 (1)
A #0 B-1  #2  (2d)
S #0 A+5

F50 contains the pairs A, +5; B, -1; A, +5; these become the M-fields of the
object code.
Phase Va's function is to file each pair once in the dictionary (F91) and replace each

F50 item for the variable (A, B) with an item for the variable-subscript combination

(A+5, B-1).
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A F50 group containing identical constants and variables is read in. The constant
and variable are sent to F91. The dictionary reference is attached to the mode word
of each F50 item, and the item is passed to F61. (The size of F50 and the number of
dictionary words required is greatly reduced for most programs by the Phase IV '
device of starting subscripts from 0 instead of 1.) At the same time subprogram

arguments containing negative constants are marked for Phase VIL

PHASE Vb: NUMBER SUBSCRIPT TERMS

Example

Source statements: DIMENSION A(3, 4, 5), B (3, 4, 5,), C (3, 4, 5)
A (1, J, K) =B (I+1, J+1, K+1) + C (+2, J+2, K+2)
where I, J, K are induction variables.

Object statements: F #0 B+16 #1

A #0 C+32 #1
S #0 A #

Phase V insures that multiply-referenced subscripts (I, J, K in the example) are
computed only once by naming "identical' subscripts alike. The names are sent to

F61 to be merged into their proper places in the Polish string.

Each term of a subscript contains an induction variable and a coefficient (11 digits
of information). The first step in eliminating duplicate subscripts is to condense

~ the information given into four-digit numbers.

‘ Input comes from F52 in groups by term. The term of the group is filed in F54; its

number goes to F53 once for each reference to it.
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F53 is sorted so that within each subscript, the terms appear "inside out. "
Subscripts containing 1-3 terms go to F55; larger subscripts to F56.

F55 is sorted and now the major work of Phase V begins. All its files are formed;
they must now be processed in interrelationship with each other. Output will be to
F61 only in the form of both Polish strings and pseudo-code.

PHASE Vc: FILE LOOPS BY LEVEL

The loops shown have been numbered by Phase IV as follows:

\' 000 99 —W
X 000 98 EX
Y 001 98 ‘ Y
Z 001 97 EZ

Phase V will process loops W and X and the subscripts within them completely before
beginning work on loops Y and Z. When loops Y and Z are processed, all information
on loop W will still be available for use in forming subscripts containing terms from

Y and W, Z.and W, or all three,

Phase Ve reads F51 and files the 16 words for each loop with minor modifications in

a table (where each remains until replaced by another loop of the same level or until

Phase V is over.) At this point also 3 sequence counters are initialized for each loop:

C (initialization outside the loop); D (incrementation inside the loop); and E

*

(looping logic at the bottom of the loop).



PHASE Vd: UNPACIKK TERMS

The F54 items for the loop, if any, are input for use by the subscripts and unpacked

into more convenient form by a scan.
PHASE Ve: FORM NON-CONSTANT COUNTS; MATERIALIZE INDUCTION VARIABLES

Each loop is now examined in turn, I its initial, final, and incremental values (b, c,

and d, respectively in D@ S, I=b, c, d) are all constant, its count is constant. The
fastest object code for counting and looping would load one or more A-registers with

counts outside the loop, then loop with a BIT command, This is what Phase V does,

as described later.

Unfortunately, this method is impractical for variable counts. Phase Ve produces
instead code to initialize an A-register to (b-d) outside the loop and to add d and

test against zero at the end of the loop.

If the induction variable must be made available to the program (the conditions are
described in Phase IV), it is '"materialized" by creating the instructions F in b,
S# I, A #ind, at C, D, and E respectively. (See bottom of Vc.)

PHASE Vf: FORM NON-CONSTANT INITIAL AND INCREMENTAL MULTIPLES;
CHECK ERRORS '

The faformation of initial (a*(b-d)) and incremental (a*d) multiples of subscript terms
(where a is the coefficient of an induction variable in a subscript) is a space-and-
time-consuming process (especially when, as is often the case, there is more than
one a to be multiplied). Phase Vf effects the production of code to form these
multiples as many levels before use as possible, and saves the "names" of the

A-registers in which they are formed for later reference.

Phase Vf also evaluates the count if it is constant, checks that the limits of the loop

are reasonable and saves optimization information.



5.5
PHASE Vg: FORM SUBSCRIPTS

The subscripts are now in F55 and FF56 in slightly different forms. Associated with
each subscript are its sequence and subsequence and the Phase Vb-assigned numbers -

of its terms. The indication whether or not it is potentially negative is still attached.

All F55 subscripts whose innermost terms contain the current induction variable

are processed, then all F£6 subscripts of this type. The processing for the files

is similar:
1. The subscript is checked to see if it is contained in a current loop.
2. The terms are filed in a table.
3. The negative indicator is saved.
4. Item(s) are sent to F61 naming the subscript at each reference to it.
5. The terms are then processed by the subscript subroutine as described

in Appendix I.

PHASE Vh: CONSTANT COUNTS
(A reading of Appendix I will clarify this section.)
Constant counts may not be formed before Phase Vh because:

1. In some cases two or more adjacent constant counts may be combined,

but these cases can't be distinguished until after Phase Vg.

2. In some cases the BIT instruction which counts may also be incrementing

a subscript provided by Phase Vg.

Phase Vh consists of a final scan of the loops inznt in Phase Ve, from the inside out,

with attention to constant counts only.

Tests are made as described below to determine whether the loop can be collapsed
with the next outside loop. If not, items to fetch and count down an A-register contain-
ing the count modulo 1000 and ad and ab fields, if any have been saved, are/othput.
As many other A-registers as necessary are loaded and "BIT"-ed to complete the
count. (The program takes account of the fact that setting up multiple BIT's is not

straightforward when any of the partial counts is zero.)
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I two loops can be collapsed, no items are output; the product of their counts becomes
the count of the outer loop, and if the inner loop's BIT command was to have incremented

a subscript, the outer's now will.
Two loops can be collapsed only if:

1 The inner loop is optimum.

2 Their counts are constant.

3. They include exactly the same executable statements.

4 All subscripts containing either induction variable contain both in such
a proportion that one complete execution of the inner loop increments the sub-

script by the amount of one step in the outer loop.

After the last loop's count is inspected, the program returns to Phase Vc to process

the next nest. When F51 is exhausted, Phase V is through.
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PHASE V - Appendix A - SUBSCRIPT SUBROUTINE

Subscripts are formed in A-registers. Through most of Phase V a five-digit counter
serves as a source of A-register names. The counter is initialized at the start of each
level-one nest of loops. A-registers are named in such a way as to minimize use of

index registers for arithmetic by Phase VIIIL..

Each subscript is compounded of terms of the form ad and a(b-d) (where b and d may

be variable) and.constants. from four other sources:

1. 100000 - added at the first initialization of a potentially negative
subscript. '
2. The ad, ab parts of a counting A-register - added as that term's loop

is executed.

3. The count of a counting A-register - fetched originally or added later.

4, The total increments of optimum:loops with constant limits - added

and subtracted as described below.

Like everything else in Phase V, subscripts are examined from the inside out, for

only in that way can the optimacy of each loop in turn be checked.

The followihg examples show the operations produced for several subscripts, where

the successive P numbers are successive A-register "names."

Example 1: Single Term

at C: Pl =al (bl - di1)
at D: Pl =P1+aldl

Example 2: Two Terms

at C1: P2 = al (b1 - dl)
at D1: P2 =P2 +aldl
at C2: Pl = P2 + a2 (b2 - d2)

at D2: Pl =P1 + a2 d2
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In the above examples, ad or a(b-d) may be variable; if so it is referred to by the

name assigned its register in Phase V{.

Example 3: Two Terms, Optimizable

"Optimizable' means:

1.
2.
3.
t =

at C1:
at D1:
at C2:
at D2:

Inner loop optimum.
Terms from 2 successive loops

d of outer loop constant and total increment t of inner loop calculable.

dk where count k is constant.

Pl =al (b1 -dl)+a2 (b2 -d2)+a2t2 1-2commands
nothing

P1 =P1 +aldl - a2't2 1 command
Pl =P1 + a2 d2 1 command

Formidable though the analysis seems, the commands generated are minimal, because

all operands

are A-registers or constants.

Example 4: Completely General Subscript

at D,
at C,
at C,
at C,

inner loop: P=P+ad.

optimizable loops: P = P + ad(outer) - at(inner)

non-optimizable loops: P = P' + (all waiting a (b - d) s) + (BB, if any)
outer loop: P' = (all waiting a (b - d) s) + (all mt's added

later) + (100000 if applicable)

The Form Subscript Subroutine forms code-generating items to do the work described

in the examples. In doing so, it sends several new types of items to F61. (New items

are described in Appendix B.)



PHASE V - Appendix B - NEW ITEMS OUTPUT

A. Items in Phase IV form:
1. Fixed-point multiply operation:
W1 - SSSSS sssss 49 S = Sequence
w2 - 00620 07000 00 s = subsequence
W3- 0 0

Used to form ad, a (b-d) multiples.

2. Fixed-point add operation:

W1 - SSSSS sssss 49
w2 - 00620 08000 00
w3- 0—0

3. Convert-to-fixed-point function:
W1 - SSSSS sssss 47 V = scale factor
W2 - 70700 VV00013
w3- 0———————0

Used to fix d, b-d before forming multiples.

4, Integer in integer form:

W1l - SSSSS sssss 45
W2 - 0420 000 00000
W3 - integer

Used for adding subscript terms to A-registers.

5.9



5. BB literal

W1 - SSSSS sssss 45
W2 - 05200 00000 00
W3 - BB

Used for initializing counts of loops with constant counts.
Pseudo-code items:

1. Register name item

W1 - SSSSS sssss 58 A = A-register "name"
W2 - 0000001AAAAA
w3- 0——0

Used to name register in which following expression is to be calculated.
2, Register Definition Item

W1 - SSSSS sssss 57
W2 - 0000001AAAAA
W3 - O000LLOOTTTTT

Used as a signal to Phase VIII that an A-register has been:defined.

LL = inverse level modulo 100,

T is zero except after BIT command; then it is the sequence to which the

tlw'ansfer is made.

3. Add -- same with ID = 52

Used to increment induction variable.

4. Add fixed-point -- same with ID = 54

Used to increment subscript.

5.10
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5. Negate fixed-point -- same with ID = 59.

6. Store -- same with ID = 53

Used to store induction variable in memory.

7. Transfer Less than Zero
W1 - SSSSS sssss 51 C = numeric part of statement
W2 - 0000001 AAAAA name created by Phase IX

w3 - CCCCC0000000

8. BIT -- same with ID = 56.

9. Store to fast register

W1 - SSSSS sssss 21
w2- 0
W3 - 0002001AAAAA
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PHASE V - Appendix C

FORMAT OF INTERNAL FILES

F53: SSSSS sssss LL L = level
0000WWWW000n n = negative indicator

W = name of term

F54: IIIII 0 aaaaaa I = new name of variable

a = coefficient

F54 (unpacked):
+ aaaaa 0 KKKKK K = F&51 table ref

F55: W1 W2 W3
SSSSS sssss On

F56: W1 W2 W3
-n SSSSS sssss

One or more a) items followed by one or more b) items, followed by a zero

word.,
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6.0
PHASE VI

PURPOSE

Phase VI reduces the space and time required by the object program by marking arith-
metic computations which occur more than once as redundant. Phase VII can then gen-
erate code to compute just once, quantities which are used more than once. These
quantities are called "common subexpressions' hereafter, and are of the form ABC
where A is an arithmetic operation or : or , and B and C are operands (or other

common subexpressions).

Phase VI also performs what arithmetic it can, preventing generation of unnecessary

code and loss of time in the object program.

The marking of subexpressions takes place throughout each l‘:lock of code (where a
block of code is that object code between two successive points to which transfers
can be made). Phase VI does no flow analysis of the program, as such an analysis
would be costly in compiling time; hence if a subexpression is required in more than

one block, it will be recomputed in each.

PROCESSING

A "block™ extends from one block header to the next. Each block of the program is pro-

cessed in turn. When there are no more blocks, Phase VI is through.
The following items are recognized as block headers:
Referenced statement names.

Arithmetic function statements,

Items indictating presence of SAL code.

P opo

Statement names generated by Phases IV and V before the first executable

statement of the program and at the beginning of each loop.
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The First Pass

The first pass of each block differs from the later passes in these two ways.

1. Items from Files 60 and 61 are input and merged during the pass. There-

after the block is held in memory.

2. Subexpressions with known or computable values are replaced by con-
stants representing those values. (The constants may then become the
operands of other known or. computable subexpressions, until all such

expressions are eliminated).

A, +, -, *, /, ** operations are performed on single-precision con-
stant operands. (If a contingency occurs, an error item is filed

in F92).

B. Known values are substituted as shown, where X represents a

variable or function, and the constants are single-precision.

1. 0 for: X*0, 0*X, 0/X, 0%*X.
/f v»'.f,l‘l‘,/ :&‘ . :
S
2. 1 for: X/X, 1*¥X, X**(,
3. X for: X+0, 0+X, X*1, 1*X, X/1.
4, X for: Y(0) where X is not a function.

5. X for: FLOAT (X) (The mode of X made correct).

6. 1 for: X/0 (an error item is filed).
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The mode word of the result is marked 1 (integer), 2 (floating), or 3 (double-precision)

as the greatest mode word of the three terms.

Example: The expression
X =3 (N*Y) + (1-N)*Z + 3.14155265 ** 2

reduces to X =3Y + 2.6£960438 when PARAMETER N =1 is given
X =37 + 9.86960438 when PARAMETER N = 0 is given

Four instructions of code are generated.

Every Pass

During each pass the program sets up a table containing the relative memory locations
of the operation and two operands of each subexpression in the block. The operations
recognized are the arithmetic ones and colon and comma. The operands are constants,
variables, functions,or:(on the:second and succeeding passes) marked subexpressions.
The operands of commutative operations are arranged in ascending order (thus A*B and

B*A are treated as identical}.

The table is sorted and then scanned. During the scan the second and third words of

each operation are modified as follows.
1. The u digit of the mode word.

A, Marked 5 if the subexpression is not common. This mark pre-

vents later passes from '"processing the subexpression).

B. Marked 1 throughout first major sequence number in which common

subexpression occurs.
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Marked 2 thereafter.
2. The f digits of the mode word.
Marked with the ""name'" (0000-9999) of the subexpression.
3. The third word.
Contains the total number of occurrences in every case.

The next pass then begins. It will seek redundancies only among subexpressions con-

taining smaller marked subexpressions. When none exist, the block is output to File 7.

Quiput Processing

On output, operations marked 5 are remarked 0.

Operations marked 1 or 2 are examined carefully. If one of these contains as an operation
and a small subexpression which occurs the same number of times, the smaller oper-

ation is remarked 0.

The operations comma, colon (preceding a subscripted and variable preceding zero) ,
are special cases., They are always re-marked 0, since nothing is to be gained in the
object code by treating them as subexpressions. For example, in the statement

X = ABCF (A, B+C) * ABCF 15A , B+ C) * DEFF (A, B+ C)

the subexpression B + C is not re-marked even though it occurs as often as the larger

A, B+ C; because it occurs more often than ABCF (A, B+ C)).

Wher the last blocik is output, Phase VI returns to the control prograrm.
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7.0

PHASE VII - LSC

General Description

Prior to Phase VII, file 7 has been ordered according to sequence number. The items
contain complete mode words and other information necessary to the generation of
machine code. Phase VII then processes the items in file 7 in one forward pass,
generating "proto" instruction items for file 8. These instructions are complete

with operation code, dictionary reference for the symbolic names, and A-Register
assignments. These A-Register assignments are given assuming that an infinite
number of A-Registers exist. It is necessary then, for Phase VIII to reassign the
A-Register designations under the restriction of the number available. Other informa-
tion is passed on to Phase VIII such as "successor" items and "end of list" items.

The successor items give information about transfer points and the end of list items
mark the end of Input-Output caliling sequences. File 85 is also formed during Phase
VII and contains all items not in sequence with file 8. Thus only file 85 need be sorted
and merged with the larger file 8, which was produced in proper sequence. Examples
of file 85 items include library call items, and instructions necessary fcfr initializing

input data addresses for subroutine and function subprogram compilations.
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Phase VII Generator

Phase VII generation is facilitated by an interpretive system which offers a certain convenience

when operating on Phase VII items.

A, Linkage to Generator

TR 7TGEN This instruction transfers to the interpretive mode and is fol-
lowed by SK instructions which give the parameters to be used.
The first instruction to be interpreted is the first word following

the last SK following the TR.

SK 0 PB This instruction's following a TR gives a parameter to the in-
terpreter. The parameter is a standard three-word Phase VII
item and the first word is in P + (B). If the location of the
TR is L and the location of the SK is L + i, the parameter is
transferred to in the interpretive mode as Pi (it is the i'th

parameter).

T 7TGEN This causes atransferto the interpretive mode. The next word
to be interpreted is the next word. (No parameters can be given

and the subroutine level is not changed.)

B. Linkage from Interpreter
TB 0 LOCB Transfer back to machine language. This interpreter instruction
causes the next instruction to be taken from LOC + (B) in machine

language.

C. Subroutine Linkage Within Interpreter

TR SUBR Transfer ahd return. This interpreter instruction causes the next
interpreter instruction to be taken from (SUBR). The subroutine
level is increased by 1. Parameters to the subroutine is given by
following SK instructions. Return is to the location following the

last SK instruction following the TR.
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SK 0 P This gives a parameter to the interpretive subroutine called by the
TR. If the SK is in the i'th word following the TR, the i'th para-
meter to the subroutine is the P'th parameter given to this program

(or subroutine).

Exit from subroutine. Reduce level by one and transfer back to that

level return.

Data Manipulation

Interpretive data manipulation instructions operate on fields of standard Phase VII items.

Phase VII items have the following format:

Word 1 S

Word 2 alblc|dle e ejulf £ f f

Word 3 x|ylz|T

S is the sign of the quantity referred to and tells whether it is the quantity or the nega-

tive of the quantity.
a,b, c,d, e, u, and f are the fields of the standard mode word as described elsewhere.
X, y, z, and T are fields defined by Phase VII and describe data in index registers.

x tells whether the quantity is single or double precision (x=0 implies single, x=1

implies double).

y tells whether the quantity is in a left or right-hand register or a pair (single or double)

of registers. y=0 implies left, y=1 implies right.

z tells whether the register currently contains the second or third operand and is a

specialized field used only by Phase VIIL.
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T is the class of register, T=0, 1, 2, 3, or 4 for absolute, arithmetic, index (see

description of Phase VIII items).
Also word one, two or three can be referred to as an entire field by W1, W2, or W3.

In data manipulation, the field name is followed by the parameter number (as in Al, Y3,
or W22). Parameter number 0 implies the result which is an index word being con-
structed. This parameter has only one word, W3, and so has fields W30, X0, YO0, ZO,

and TO only. Parameters number 1 through 5 refer to parameters as indicated above.

M fP1 sz Move fP1 to sz,
S k ipP Store k (a constant) in {P.
C fP1 sz Compliment of R fP1 to sz. Compliment is

defined here as: 0 replaces 1 and 1 replaces

everything else.

Data Tests

TE fPl LOC sz Transfer to LOC is fP1 = sz. Either fP1 or
sz can be a constant < 10.

TG fP1 LOC sz Transfer to LOC if fP1 > sze Either fP1 or
fP2 can be a constant < 10.

TZ fP LOC Transfer to LOC if fP = 0.

Transfers

T LOC Transfers to LOC.

BIT 0 LOC B Transfers to LOC + (B)

Generate

TF k LOC 0 T Transfer to file. Transfer k items to file 8

starting at LOC with tracing digit T. (If the
tracing digit of items should be\T is 7, tracing
digit cannot be 7.) Description of items to be

generated appears as follows:
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Items to be Generated

Items to be generated have the following form:
OP A M B T

Items will have the tracing digit specified by the TF instructions.
OP is the operation mode of the item

A is the A field of the item. A is either the absolute A field or PO,..., P5 for
Parameter 0 through 5.

B is the B field of the item. B is either the absolute B field or PO,..., P5 for
Parameter 0 through 5 or F, S, D, or B which specifies that the M field is a literal

and is fixed, single precision, double precision or B box respectively.

T describes the M field (unless B is F, S, D, or B in which case T is ignored) and
no T implies M is a parameter number (P0,..., P5).

T=R implies M is relative and T=A implies M is absolute.

T=ES or NES implies that an extensible or non-extensible successor is to be generated

for M. (See successor item generation. )

M is the M field. M is P0,.... P5or if T is R or A, M the relative or absolute

amount,

Example: Divide Parameter 2 by Parameter 3

Calling Sequence

TR 7GD
SK TEXP 7J loc of P1
SK TEXP 71 loc of P2
SK TEXP+7IL i loc of P3
/ >Vl
7GD TG B2 7GD1 1 . franaen
TG B3 7GD1 1
TR 7GFIF P2 and P3 are integers
SK 2 Fetch P2
TF 4 7GD2 Generate 7GD2

gy 7GDS8
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7GD2 ME Bo (1. 0) S Make PO D. P.
DSE PO P3 Divide
CX PO 61 0 A Truncate
C PO 610 A
7GD1 TG B1 7GD3 B2 Maximum of B1, B2, B3 to Bl
M B2 Bl

7GD3 TG B1 7GD4 B3
M B3 Bl

7GD4 TG 3 7GD5 B1
S 1 X0 Make result D. P.
7GD5 TR TGFIF Fetch P2
SK 0 2
TE Bl 7GD6 3
TF 1 (DR PO P3) Generate S. P. Divide
T 7GDS8

7GD6 TE B3 7GD7 3

TF 1 (DSE PO P3) P2, D.P.,.P3S.P,
T 7GDS8
7TGD7 TF 1 (DD PO P3) P2 and P3 D. P.
7GDS8 M W30 W31 Move result to P1 index word

TE S2 7GD9 S3

S 1 S1 1—> S1 if S2 = 83
TB 1 771 Exit

7GD9 S 0 S1 0--> S1 if S2 = 83
TB 1 7721 Exit

This generator program uses subroutine 7GFIF which will fetch its 1st parameter and
make the result double precision (1—> X0) if it is double precision and expand the

result to double precision if X0=1 and the parameter is single precision.
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PHASE VII - Successor Item Generation

1. Within a macro, the tracing mode designation on an instruction to be generated

controls the successor item generation. If the tracing mode designation is:

a.

ES, then an extensible successor item for the M address parameter

is generated and sent to file 8:

Word 1 S(exit) - 1 99999 00
Word 2 02000 00 s (cont)
Word 3 00000 00 000 00
Word 4

where S (exit) is the first five digits of the first word of the parameter item

and S(cont) is the first five digits of the third word of the parameter item.

NES, then a non-extensible successor item for the M address parameter

is generated and sent to file 8:

Word 1 S(exit) 99999 00
Word 2 02000 00 S(cont)
Word 3 00000 00000 01

Word 4
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Generation of Arithmetic Expressions

The portion of phase 7 that generates code for arithmatic expressions is divided into
three sections, 7TA, 7B and 7C. T7A converts the Lukasiewitz notation into a '"tree

notation," 7B determines the order of computation, and 7C generates the code.

L TA

Items are read in one at a time and sequence numbers are generated to sort
into tree notation. The sequence numbers are divided into two parts: the
high order part is a level number and the low order part is the ordinal num-
ber of the item within the expression. The level number of an item following
an operation is the level number of the preceding item plus one; and, if the
preceding number is an operand, the level number is equal to the highest

unmatched level number (and causes that level number to be matched).

If a common-subexpression is encountered, which is not a first occurence,

it is skipped over in 7A.

When open subroutines are encountered, they are converted to special opera-

tions; e. g., the Lukasiewitz string

: MAX , X Y (firom the source MAX (X, Y) is converted to

OP86 X Y where operation code 86 is the phase 7 code for MAX.

When closed subroutines are encountered, the ordinal parameter number is
inserted into the corresponding parameter item and the number of parameters

is inserted into the function's name item.

After all items have been read, they are sorted on the new sequence numbers.
Following the sort, both operands of an operation appear together and must be
related to the operand. The operation of two operands is always the closest
preceding operation. At this time, if the operation is "-", it is changed to

"+ and the second operand is made minus.

4
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7B

This section determines order of computation (except as regards where a common
subexpression is computed within an expression). This is done by assigning "Q"

numbers to all items as follows:

The "Q" of all simple operands (operands which are not subexpressions) is
zero, and if operation j has operands i and i+l, then Qj =max (Qi’ Qi+1 +
S(Qi’ Qi+ 1)) where S(Qi’ Qi+1) is the Kronecker delta. The "Q'" of the lowest
level operation is usually the number of A registers required to compute the
expression, if the entire expression is single precision and has no first

.occurrence of common subexpressions.

The computational order is now determined by starting at the lowest level operation.
First, compute the operand with the higher "Q'" and repeat the step for the lowest
level operation in this subexpression, and repeat this step until an operation is
found where both of its operands have a "Q' of zero. Now this operand may be
computed. After this is computed, the "Q'" of this subexpression may be replaced
by zero and the process repeated for the other operand of the operation involving
this operand.

The above description would indicate that this is a two-pass process. Actually,
this is not the case, but it is easier to understand the process in this way. In the
implementation of the above algorithm, an associative list is built up at the same
time the "Q's'" are generated, which give the order of computation. If the
starting points for computing two subexpressions joined by an operation to form

a new subexpression are known, then the starting point for computing the new
subexpression is the same as the starting point for computing the operand with the
higher "Q'" (or the right-hand operand if they have equal Q's).

Symbolically, the actual algorithm employed is as follows:
If A is 2 subexpression, let
S(A) =the first operation in A to be computed .
L(A) =the last operation in A to be computed .

If Xand Y are two operations to be computed, let
Y =F(X) mean that Y is to be computed immediately after X.



I11.

7.9

If operation "A" joins the operands B and C, then there are two cases:

Case 1 Q(B) € Q(C) in which case
S(C) —> S(A)
S(B) —> F(L(C))
A —> F(L@®))
A — L(A)

Case 2 Q(B) > Q(C) in which case B and C are interchanged in the above.
Finally, max (Q(B), Q(C)) +8(Z(B), Q(C)) —> Q(4)
Consequently, the starting and ending points for two subexpressions
are known, the starting and ending points for the operation joining
them are determined, and as each operation (except the last or
lowest level one) has a follower (F), the computation order is

determined because F is determined for each operation.

To start the process is actually a separate case. If max (Q(B), Q(C))
=0, then

A —> S(A)

A — L(A)

When a common subexpression is encountered, its Q is set to zero.

7Cc_

Here the actual generation is done. If the lowest level operation is A and Z is the
next operation to be generated, then S(A) —> Z and thereafter F(Z) —> Z unless
one of the operands of an operation is a common subexpression in which case S(B)
-—> Z if B is the subexpression. If both operands are common sﬁbexpressions,

S of the right-hand operand goes to Z first.

After a common subexpression is generated, it is left in an A register (which may
require an F or FF to be generated) and the mode information, including tiie index
number is entered in a table. When a subexpression is already computed, instead
of S ‘6f that subexpression replacing Z in the above, the mode information is placed

in the item from the table and Z modified in the usual way (F(Z)—s 7.
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Once a particular operation is to be generated, that operation is placed in an index

register, and a jump to the proper interpretive routine is made.

Sometimes the negative of an expression is computed instead of the expression
desired; i.e., consider the expression A-B+C, where A, B, and C are single

precision variables, the code generated will be:

F & B
M & C
N &£ A

leaving the negative of the expression desired in A register & . Therefore, all

items in 7C are signed and the sign of an operation (as well as the code generated)
is a function of the operation and the signs of its two operands. Although no extra
instruction can ever be generated in computing an expression in this way, the sign

of the resulting expression may be negative.

If a negative expression results in generating an arithmetic statement, a SN or
SSN will be used to store the result instead of a S or SS. However, if the ex-
pression results in generating an IF statement, an extra SN or SSN may be gene-
rated. Nevertheless, ending up with a negative expression means that at least

one instruction was saved in generating the expression.
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Phase VII Sample Codes
Generation of object code for arithmetic combinations of quantities with different modes.

1. Addition and Subtraction: a+b

A, If the signs of a and b are the same, v = A and the operation gets the
same sign.
B. If only one of a and b are positive, V=N, let a be the positive one, and

b the negative one. The operation gets the opposite sign of the quantity in

the M address of the last instruction.

a in M store a in M store |a in A store a in A store
b in M store b in A store |b in M store b in A store

a single F o6 a A% B a V a b v a b

b single V &6 b

(op normal)

a single F 6 a SM 0 b+l |SM 0 a+l SM 0 atl

b single F B b F 6 a F B b SM 0 Db+l
SM 0 o6+1 SM 6+1 [SM 0 fB+1 VV a b
SM 0 p+1

(op double) Vv 6 8 VvV &6 b VvV a B

a single F 6 a F 6 a SM 0 a+l SM 0 a+l

b double SM 0 d+1 SM 0 d+1 [VV a b VV a b
VV 6 b VvV &6 b

a single F B b SM 0 b+1 |F B b SM 0 b+l

b single SM 0 pB+1 VV b a SM 0 pB+1 VV a b
VV b a VvV a 8

a double FF 6 a VV b a VvV a b VV a b

b double VvV 6 b {




IL.

Multiplication:

axb

A. If signs of a and b are the same, the operation is tagged positive.

B. I the signs of a and b differ, the operation is tagged negative.

a in M store
b in M store

a in M store
b in A store

a in A store
b in M store

a in A store
a in A store

7.12

a single F 6 a M b a M a b M a b

b single M 6 b

(op normal)

a single F 6 a MEDb a ME a b ME a b

b single ME 66 b

(op double)

a single F &6 a F &6 a S &6 6+1 S o6 6+1

b double S 6 6+1 [S 6 o6+1 PR 6+1 11 PR 6+1 11
PR 6+1 11 |PR 6+1 11 MMJé b MM&é b
MMJSé b MM b

a double F B b S B B+1 F B b S B B+l

b single S B pB+1 |PR B+1 11 S B p+1 | PR Bg+1 11
PR g+1 11 |[MMB a PR p+1 11 MMa B

a double FF 6 a MMb a MMa b MMa b

b double MMé b




II1.

Division: a/b

A, If signs of a and b are the same, the operation is tagged positive.

B. If the signs

of a and b differ, the operation is tagged negative.

7.13

a in M store
b in M store

a in M store
b in A store

a in A store
b in M store

a in A store
a in A store

a single F 6 a F 6 a DR a b DR a b
b single DR 6 b DR 6 b
(op normal)
a single F 6 a F 6 a SM 0 a+l SM 0 a+l
b single SM 0 6 SM 0 o6+1 DSEa b DSEa b
(op double) DSES6 b DSES6 b
a single F &6 a F 6 a SM 0 a+l SM 0 a+l
b double SM 0 6+1 |SM 0 6+1 DD a b DD a b
DD 6 b DD 6 b

a double FF 6 a FF 6 a DSEa b DSEa b
b single DSES b DSEé b
a double FF 6 a FF 6 a DD a b DD a b
b double DD 6 b DD 6 b

For integer divide use corresponding macro for "a single, b single,

op double' followed by:

CX
C

6 61
6 61
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LIBRARY ROUTINES

Phase III detects occurrences of a reference to a sub-program (including library
routines) and transmits them to Phase IV. The list of subroutines generated by

Phase II allows the distinction of open subroutines.

Phase IV produces LIB items for F9. 4 as requested.

Phase VII marks a table of library routines over which it has control.

a. Introduced routines

b. Convertable routines

At the end of file 7, Phase VII sends LIB items for each marked entry in the table

to F9.4. They will be of the same form as those produced by Phase IV.

All references to subroutines will be given an address mode of 06.

Phase IX will produce LIB lines in SAL as specified by F9.4. The address mode

of 06 will force editing with a marker.
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8.0
PHASE VIII

Phase VIII is concerned with the assignment of phyéical fast registers to the instructions
generated by Phase VII, In addition, movements to and from fast registers and memory cells
used for temporary storage are interpolated into the generated program. The phase is divided
into five subphases called VIIIa through VIIle, The various functions of these subphases are
described below,

PHASE VIIIa - Backward Scan

The output of Phase VII is in two files: File 8. 0 and File 8.5. File 8.0 is generated in order

on sequence number and contains the bulk of the generated code. File 8.5 is generated out

of sort and contains relatively few items (to wit: extensible successors produce by T commands,
library call items, and code used to initialize certain references to parameters in functions and

subroutines). File 8.5 is sorted by the control program prior to the inception of Phase VIII.

Phase VHIa reads Files 8.0 and 8. 5 backwards and merges them into descending sequence.
Library ¢all items from 8.5 are detected by the merge and written directly to File 9.4 so

that they do not enter into the remainder of Phase VIII processing.

The items from the merged file are now identified as representing instructions, continues,
successors, instruction literal flags, or end of list flags. Successors and the two flag items
are converted to their File 8.1 form and written out. The remainder of the Phase VIIIa pro-

cessing is done on instruction and continue items.

Continue items serve to identify block boundries and as such initialize certain cells and tables
which collect information about a block, Prior to this initialization, the information concern-
ing the previous block is written in File 3.1. In particular, the tables (DR and DIS) contain-
ing the distances between usa ges of symbolic registers are emptied, the table (MAP) marking
the preferential positions of indices (see VIIb for a description of preferential positions) is
cleared, and the cell containing the distance to the next TB (92) command is set to infinity
(99999). In addition, the register SQ, which represents the position of each command in the

block, is set to 99998.
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Instructions have their symbolic registers processed. Each instruction contains a register
reference word for its A field and perhaps (if the address mode is less than 10) also one

for its B field, The register reference words have the form:

PRECISION TYPE OF - NAME OF REGISTER
NUMBER REGISTER

The precision number, P, identifies that portion of a symbolic register which is involved
with this particular reference. (A symbolic register may comprise several physical fast

registers.) The T field identifies the type of the register by:

T = Absolute reference
Arithmetic

Index

Common subexpression

Preassigned reference

T o N = O

Parameter reference

The N field is a five-digit number which identifies within a given type the particular register
involved. For T =1, 2, or 3, N is a symbolic reference to be assigned by Phase VIII. For
T =0 or 4, N specifies directly which register is to be used. For T =5, a memory cell is
actually specified which is to be used to hold an expression that is a parameter to a function

or subroutine.

Each instruction encountered is checked to see if it is one of the list TE, TG, TTE, or TTG.
If so, certain anomalies in the value of P produced by Phase VII are corrected. Also, a
check is made for the occurrence of a TB command so that steps may be taken to insure

that registers #01 through #04 are free when the TB occurs.
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For each register reference word, a subroutine (8AT) is entered which attaches to the in-
struction item the distances (recorded in the DIS table) to the next occurrence of the register
and to thé last occurrence. Also, the current value of SQ is attached and placed into the

DIS table. Then SQ is decremented. With this information, Phase VIIIb can, during a for-
ward scan, determine the relative undesirability of destroying the contents of a physical

register by noting how soon it will be required in the computation.

PHASE VIIIb - Forward Scan

Phase VIIIb assigns a physical fast register for each symbolic fast register. The input is
File 8.1, which, if read backwards, contains the executable part of the program in "execu-

tion order".

For each item in File 8.1, the suffix word is read and a branch is made on the identification
to the proper routine to process that item. These individual routines read the remainder of

the item,

Instructions:

The "B" reference is processed first if one is present. If the address mode is 05, then the
"B'" reference becomes the address of the instruction with no indexing. In this case, the
"B'" reference is tested to determine if it represents a single-precision common subexpres-
sion which has been previously put into temporary storage. If so, the address of the instruc-

tion is replaced by the corresponding temporary storage reference.

If the address mode is not 05 and is less than 10, then the proper assignment is made by

the assign subroutine,

The instruction is checked to determine if it is an unindexed fetch command which immediately
follows a store command which referred to the same symbolic register. If so, a flag

(REGSYMO) is set for use by the assign subroutine,
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Some special instructions identified by operation codes 44, 49, and 54 are called forced-
assign instructions. They refer to single, double, and quadruple precision registers re-
spectively. Their use is to force VIIIb to make a particular fast register assignment for

a given symbol rather than searching for an optimal one.

In this manner, for example, the result of the evaluation of an arithmetic statement function
is forced to appear in register #01. If a forced assignment instruction is detected, the Pi

switch is reset and the dictionary reference field of the instruction item is recorded.

The assign subroutine is entered with the parameters describing the "A" reference. Then

the File 90 form of the instruction is constructed.

If the item immediately prior to this instruction was an instruction literal item, the implied
continue item is written in File 90 and the instruction is written to File 94 once or twice

with any non-zero sequence numbers specified by the instruction literal.

If the GOOD flag was set non-zero by the assign routine or the Pi switch is reset, or if for
a F or FF instruction the "A" assignment equaled the "B" assignment, then the instruction

is not output and control returns for the next File 8.1 item.

The instruction assigned is checked to determine if it is a S command; if not, it is written
to File 9. 0 and control returns. If so, and it is not indexed, its address is saved to compare
with the next fetch command as described above. Also, checks are made to determine if the
instruction repfesents an index definition item or a beginning of list item (address mode equal

40 and 50 respectively).

In the former case, an index definition item is formed and written in File 8.4 (see VIIle
description). The inverse level number is taken from the item and stored in LEVEL. Now

if the dictionary reference field of the instruction item is not zero, it represents the sequence
number of a continue to which the defining command transfers (either a BIT or an A-TLZ pair).
This return poiﬁt for a loop then also represents a point where the index is defined, so a

second File 8. 4 définition item is produced using the sequence number. In addition,. it is
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required that the index be available in the same register at the beginning of the loop as it
was at the BIT so that, if the second definition is reconverted to a store command by VIlle,
then a meaningful quantity will be stored for the first entrance into the loop. Thus, a File
8. 3 entry condition item (File 8. 3 continue item) is required. Since the serial number (see
discussion of treatment of continue items) of the reference continue is not known, a special
item identification of 2 is required so that VIIId can determine the position of that continue

in the object code by means of the sequence number alone.

In the latter case, the "A" reference is saved in LOCK which inhibits the assign routine
from using that particular register until released. This is necessitated for the List=
Expression items which contain explicit loops since, in this case, continue items will ap-
pear within the code generated for the list, and it is normally assumed that arithmetic

quantities (in this case the expression) are not preserved across a continue.

In either case, control returns immediately for a new item so that the instruction does

not appear in File 9. 0.

Continues:

The continue item serves to force the output of information collected since the last continue
and also to initialize the areas in which information will be collected starting with this
continue. The commands required to save and restore any fast registers beyond #04 which

are used by an arithmetic statement function are generated.

In particular, the code first reads the remainder of the continue item and checks to see if
it does not introduce a new block (the identification is negative); if so, the File 9. 0 form of

the continue is produced and written out. Control returns immediately for a new item.

If the Tau Switch is reset, the previous continue introduced an arithmetic statement function.

Subroutine X1 is entered to save and restore registers. Tau is then set.

The continue flag is then examined. The possible values are zero, one, and two, which
respectively indicate a normal (programmer referenced statement name), erasable (begin-

ning of SAL block), and arithmetic function continue.
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If an arithmetic function is detected, the AFRST table is cleared and Tau reset. AFRST

will record registers used.

For arithmetic function and normal continues, the File 9. 0 item is written and the inverse

level (if non-zero) is saved in LEVEL.

Now for normal and erasable continues, the table of available arithmetic temporary storage,
ATSAT, cells is reset and the Epsilon switch tested. If set, this is the first continue en-

countered. The ENCT, EXCT, and HIST tables are cleared and Epsilon reset.

If reset, the File 8.2 continue item formed by the last continue is written out, the NI counter

advanced, and a File 8. 3 entry condition item is written for each non-zero entry in ENCT.

Again ENCT, EXCT, and HIST are cleared.

In any case, the next File 8.2 continue item is formed and saved, and, if this continue is

erasable, register #00 through #04 are marked as having been used.

Control returns for a new item.

Successors:

Successor items serve to detail the flow of control from one block to another. They are

processed as follows:

The successor item is read in, the NI counter advanced, and a File 8.2 successor
item is formed and written out. Then for each non-zero entry in EXCT, a File 8.3

exit condition item is written. Control is returned for a new item.

Index Map:
The index map contains a mark for each physical register preferred for symbolic index

quantities. These marks are used to initialize the register commitment table, RCT,
which aids the assign subroutine to select the optimal assignment for a given symbolic

register.
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The index map is read in and its digits are stored one to the word in RCT. Also, the
storage history table, SHT, is marked as empty, and the register usage table, RUT, is

cleared.

Instruction Literal:

The instruction literal item signals that the next instruction is to be used as a literal.

The item is read in and saved and the IL switch is set on.

TB Distance:

The TB distance item specifies the distance to the next TB command. This information is
used to determine if, were a given symbolic register assigned in the range #00 through

#04, it would have to be moved before its last usage due to an interviewing subroutine call.

The TB distance item is read in and its value saved.

End of List:

The end of list item resets the LOCK and LIST cells. The use of these quantities is ex-

plained in the paragraphs entitled "instructions''.

The Assign Subroutine:

The assign subroutine determines which physical fast register to attach to a given sym-
bolic register. The parameters given the subroutine are the register reference word,
the position and number of the distances recorded by VIIIa and the current SQ for this
reference. These parameters are first listed to determine if the reference is absolute,
preassigned, or to a locked register. If so, the appropriate action is taken and the sub-

routine exited immediately. I not, the main body of the routine is entered.

The assign subroutine selects a physical register by examining each of the registers as
a possible assignment. Several numbers are calculated for each possible assignment

and are compared with the best assignment thus far found. I better, this assignment is
substituted for the "best so far' and the process continues. The criteria used, in order

of significance, are:
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1. A penalty count representing roughly the number of additional instructions

introduced into the code by this assignment.

2, The inverse sum of distances to next usages of any quantities already is

the register.

3. The number of "index committed" registers used by the assignment.

4, The number of "arithmetic committed" registers used by the assignment.

5. The number of previously unused registers used by the assignment.

6. The size of the group of free registers in which the assignment appears.

7. The number of the physical register assigned.
Two of these criteria vectors are compared element by element until an inequality is
found; the assignment with the smaller element is considered best. The effect of a possible
assignment is kept in a set of tables called the action tables. Actually, two sets are main-

tained--one for the current assignment and one for the previous best assignment. These

tables are called T0 through T9 and contain the following information:

TO: The criteria vector described above.

T1: Any fetches which must be inserted into the program.

T2: Any stores which must be inserted into the program.

T3: New histories which must be inserted into the register usage table

T4: (see below). |

T5:

T6: Entries in the register usage table which are to be converted to second-
ary histories (see below).

T7: Entries in the register usage table which are to be deleted.

T8: Not used.
T9: ¢ TUsedto initialize the other tables.
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The register usage table, RUT, is a matrix containing seven entries for each available
fast register. Entries in the RUT are divided into two classes: primary and secondary.
A primary entry is one which represents a quantity residing in that particular register.
A secondary entry is one which represents a future usage of a register. For example,

consider the code:

F £ x
ME £ Y

When assigning A for the F command, an entry is made in two successive rows of the
RUT. The first represents the register =4 containing an actual quantity and is primary.
The second represents the register o + 1 containing the second half of the product

x *y. Inthis manner, assignments may be made in the light of the commitment of a

register to a certain quantity even though that quantity does not yet reside in the register.

Attached to the RUT are two other matricescalled DIST and ULTD which contain the dis-
tance and uitimate distance respectively associated with the RUT entry. DIST is the SQ
of the next references to the quantity and ULTD is the SQ of the last such reference. A
fundamental rule of formation of the RUT is that it contains no conflicts. Two entries,

E,and E 97 conflict under the following conditions:
1

1. Both E 1 and E 9 primary.

Always a conflict.

2. E 1 primary and E 9 secondary.

A conflict provided that ULTD (El) > DIST (E 2).

3. Both E‘1 and E 9 secondary.
A conflict provided that DIST (B 1) < DIST (Ez) < ULTDCE 1 °T
DIST (Ez) < DIST (El) < ULTD (Ez).

In brief, a conflict exists when a register is simultaneously committed to two quantities,

either now or in the future.
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The heart of the assign routine consists of three nested loops: the I, J, and K loops. ‘
The variable I specifies which of the physical registers is under consideration as the

assignment for the first segment of the symbolic register being assigned; the variable

J specifies which segment of the symbolic register is being treated; and the variable

K, which of the seven entries in the RUT is currently being tested for conflicts. Note

that the J loop is usually trivial, since symbolic registers are usually single precision.

When an entry in the RUT is examined for conflict with the symbolic register being
assigned, appropriate information is filed in the action tables under the assumption

that this is the physical register to be assigned. For example, if the entry contains a
common subexpression which has not been previously sent to temporary storage and the
current register being assigned is a secondary arithmetic quantity, then an entry is

made in T2 to specify that the common subexpression be stored and an entry in T6 to
specify the primary RUT entry be made secondary. I considering the RUT entry as
secondary stil} produces a conflict, an additional entry is made in T7 to specify that the
RUT entry be erased completely., If the common rule expression were a double-precision
register where other part was secondary, then that secondary usage is meaningless if

not associated with a near-by primary.

This example should serve to depict the sort of processing that occurs within the loops

of the assign routine.

After all possible assignments have been considered, the action tables representing
the optimal assignment are processed and the actions represented there are carried out;

i.e., the required instructions are introduced into the object code and the RUT is updated.
In addition, any empty positions in the entry condition table are updated. The exit condi-

tion table is always updated.

It should be noted that if it is specified that an index quantity be fetched, and the corres-
ponding ENCT position is blank, the fetch is not actually produced. Phase VIIId will
insure that the index quantity is present when the code is executed. - If not blank, an index

fetch request item is sent to File 8.4, and Phase Vlile produces the actual fetch command.
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PHASE VIIc - Build Flow Tables

The duty of Phase VIIIc is to prepare a "flow-chart" of the problem being compiled. This

."flow-chart! consists of two tables called UV and P. The P table consists of one-word

entries of the following form:

SJS[SISIS OLE LlLlLILlL

An entry is made in the P table for each entry point (continue item) and each transfer
(successor item) in the object code. Two possible orderings of the continues and suces-

sors are discernable: Entry Order and Exit Order. In Entry Order, each continue is

~

followed by those successors which reference it. In Exit Order, each continue is followed

by those successors which leave the block initiated by the continue.

The P table is formed in Entry Order. The Exit Order is implied by the L field.
The L field contains the position, relative to the beginning of the P table, of the next
entry in Exit Order. Thus, the P table may be processed in either order--stepping
directly through or following the chain as specified by L. The S field is the major se-
quence number of the continue or successor item which produced the entry. The E

field is the extensibility flag copied from the successor item. It is zero for continues.

The UV table is merely a list of those positions in the P table which contain continue
entries, An additional entry is made in the UV table which references the first %(11 in

the P table not containing information.

An additional table called T is used to associate Exit Order with Entry Order. If an
item is in position i in Exit Order and position j in Entry Order, then the M portion
of Ti contains the value j. The T table also contains in position j the inverse level

(see Phase V description) of the j&' item in Entry Order.
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The input to Phase VIlic is File 8.2. This file is arranged in Entry Order by sorting on
the first word and read into memory in its entirety. For each item read, the serial
field representing Exit Order is stored into the T table, the item rearranged so that it
may be sorted to Exit Order, and the position in the item in Entry Order is attached.
After the end of File 8.2 is reached, it is sorted to Exit Order and each item receives
the value of i from the one following it. This forms the L field described above.

The file is then returned to Entry Order and the P and UV tables are filed. All is
now ready for Phase VIIId.

PHASE VIIId - Index Analysis

Phase VIIId insures that index quantities needed at the beginning of a block are actually
present. When required, index fetch request items are manufactured and sent to File
8.4 for subsequent processing by Phase VIIle, Two sources of information are com-
bined to determine the fetches required: the "flow-chart" constructed by Phase VIIlc

and the Entry and Exit condition items developed by Phase VIIIb and recovered in File 8. 3.

File 8. 3 is sorted first on physical register and within physical register into Entry Order.
Each physical is treated separately, and the fetches required for it throughout the entire
program are determined before progressing to the next register. Information is read
from File 8. 3 in groups on the physical register. Groups not containing indexes are
ignored. It is stored into a precleared table in the position corresponding to its entry

order.

The serial number (NI counter) is used to reference the T table and thus determine the
proper positions. Since the serial is not known for special continued items, their se-
quence number is looked up in that part of the P table which corresponds to entries

in the UV table. If the position so located is empty, the item is simply stored there.
If it contains an arithmetic quantity, the special continue supercedes it. If, however,
another index is found, that index must necessarily be fetched. - A file 8.4 item is

produced before the special continue is stored.
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After a group has been obtained, an iterative process is performed. The iteration is
continued until a maximum number of passes have occurred (as specified by CRNOOP
in the communication region) or until no further information can be obtained. Then a

final pass occurs which produces the actual fetch requests on the basis of the information

obtained.

The iteration process determines whether or not an index quantity can be guaranteed to
exist in the register when a block is entered. Such a guarantee is possible if all suc-
cessors referringta given continue are identical. If so, that continue is marked as con-
taining the index. If not, and all the successors which reference a given continue con-
tain the same index insofar as they contain anything, then that continue is unknown and no
updating occurs. If, however, two successors contain different quantities, then the con-
tinue is marked as ambiguous. Whenever information is gained by either discovering
than an index does indeed exist at a block entry or that the register is ambiguous, then
that information is passed on to these successors which are themselves unknown until

a successor is found. This "passing on'" of information is accomplished by processing the

items in Exit Order. Thus, the next pass may well yield information about other continues.

One refinement to the above process has been built in, I the successors entering a
block disagree only by virtue of some of them being unknown, and those which are un-
known are exits from the same block that they enter; i.e., represent simple loops, then

/ it may be assumed that the common known value is then available at the continue.

When the iteration terminates, each known continue is compared with the successors re-
ferring it. If they agree, no fetch is required. If none agree or if some do, and any of
those which do not are non-extensible, then a File 8. 4 fetch request is produced which
will cause the desired index to be fetched at the continue. If all of those successors
which disagree are extensible, then the File 8,4 fetch request is produced to fetch the
value at the successor. This scheme effects an excellent compromise between time and

space efficiency in the object code produced.



PHASE VIlie - Produce F and S Commands

Phase VIIle combines the index definition items produced by Phase VIIIb and the index
fetch items produced by both Phase VIIIb and Phase VIIId to produce fetch and store
commands, The input is from File 8,4 and the output is to File 9.4. File 8.4 is pre-
viously sorted on three characters (six digits) so that all references to a given symbolic
index register are brought together with the fwe«t‘ch request items preceding the definition

items,

Phase VIlle reads a group on six digits into the FETCH area. If the data obtained
represent definition items, they are discarded immediately, since no fetch requests are
present for that particular symbolic index register. Whenever a group of fetch requests
is found, the corresponding groupof index definition items is read into the STORE area.
The two words of each of the items in STORE are reversed so that the sequence number
of the d’_e;finition ’point is on the left and the entire group is sorted into ascending sequence

on the sequence number,
Now for each item in FETCH, the following operations occur:

1. The STORE area is scanned from the beginning until an entry is found whose sequence
number is greater than that of the fetch request. Then the previous definition is
flagged (by setting the three high-order digits of the symbolic index name to zero).

2. The level number of the definition so marked is compared to that of the fetch
request. If they are not equal, the remainder of the STORE area is scanned until
that definition item is found with the greatest sequence number such that the
level number is equal to that of the fetch request. I such an item exists, it also

is flagged as above.

3. A F command is formed from the fetch request item and written to File 9. 4.



After all the entries in FETCH have been processed, the STORE area is once again
scanned. For each entry which has been flagged, an S command is generated and written
to File 9.4. Control then reverts to the beginning and the next symbolic index register

is processed.

The F and S commands generated are given the sequence numbers supplied with the
File 8.4 items. The A register is likewise obtained. The M field is marked as
temporary storage. The particular temporary storagell is determined by a counter

which is advanced by one for each group of fetch requests processed.

The algorithm described here guarantees that only those definitions are converted to
S commands which are absolutely required for each F command to have a meaningful

operand.
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PHASE VIII FILE FORMATS

File 8.0 Items

Instruction item

w1 [ O [ |

T Minor Sequence
L. Major Sequence

w2 | I i i | 1

Dictionary Reference, etc.
Address Mode

Operation Code
Item Identification

Register Reference Word - A field

w3 | I

\ A Register Name
, Register Mode

Precision Number

w4 [ SN (N NSV AN SN NS NN S .

If the address mode is less than 10, the W4 is the register refererfée word for the
B field and has the same format as W3. I the address mode,,-ié 10 or greater, W4

contains the specific literal referenced and is formated appropriately for that literal.
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The Address Modes are
00 Absolute Address
01 Self relative forward (HERE +)
02 Self relative backward (HERE -)
03 Symbolic
04 Temporary storage reference
05 Fast register reference
06 Symbol with same symbol as marker
07 Symbol with special marker
10
11 \
12
13
14
15 Literals - See Phase IX description
16
17
18
19
20
21

e g e

40 Register definition mode
50 Beginning of List mode

The Register Modes are

00 Absolute register reference

01 Index register

02 Arithmetic register

03 Common subexpression

04 Pre-assigned reference (with #)

05 Parameter storage reference
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The precision number describes which of the segments of a symbolic fast register is

active for t his particular reference.

follows:

The four possible segments are arranged as

-

D 2 > <

(%)

> <

Continue Item

w1

w2

w3

w4

00 0 0 O
I S | I

T Major Sequence

1 1 1 |

N
T l Continue Flag

Item identification (-1 if continue does not introduce a block)

| Y R N N IR I TR

0,0 .0 0,0 0 0 0

0 0

/|§ Inverse level number

Minor Sequence

Dictionary Reference

Unused

The Continue flags are 0 - Normal entry point

1 - Introduces Authentic Statement Function

2 - Introduces SAL block
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Successor Item

{ 1 1 || | I
‘ T T Minor Sequence
Major Sequence

06.2)0,0 0 0 0
I Y

\ /l\ Major sequence of continue
L Ttem Identification item referenced

0|01010|0l0|010 )0 0,0

PR N

’ I: Extensibility Flag

Unused

NN DU (SN NN N U N I A A

The Extensibility flags are - 0 - Non-extensible
1 - Extensible

A successor is extensible implies that Phase VIII may insert instructions at the
successor without disturbing the registers used in the code that immediately

follows and without invalidating any self-relative references.

Instruction Literal Item

' S R N O M O S O O i RN

T Minor Sequence
Major Sequence




w2

w3

w4

End of List Item

0

3

0

S R Rl ll B

| I |

/L—— Item Identification

| | L 19,9
i | L | 0 | 0
1 L1 L 11 1 190
Major Sequence
0 (41 ¢ ottt
N Item Identification

8.19

Dictionary reference: of
inserted continue

Sequence numbers of first
usage as a literal (if any).

Sequence number of second
usage as a literal (if any).

Minor Sequence

Unused

Unused
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File 8.5 Items

File 8.5 items have precisely the same format as file 8. 0 items with the exception that
library call items may occur in file 8.5, A library call item has "-0" for its item identifi-
cation. As library call items are only passed through Phase VIII without processing, no

detailed item format is given here.

File 8.1 Items

File 8.1 is essentially a variable length item file. The file routine is coerced into treating
variable length items by describing the file as consisting of one-word items and using the
17-word-read and n-word-write options. Its contents are essentially those of the merged
input from files 8. 0 and 8.5 with information added as developed by Phase VIIla. Each
item produced by Phase VIIIa is suffixed (not prefixed as file 8.1 is read backwards) by a
word containing the item identification and a count of the number of words (not including
this one) in the item. This suffix allows Phase VIIIb to read the remainder of the item in

one operation,

Instruction Item

/\/

Words W1 through W4 of File 8.0 SQ First "A" Last "B" Suffix
instruction items Word Reference Reference

The SQ word is

0401 v 1 11y

11
'Ij Current SQ for "B'" reference

T Current SQ for "A'" reference

The "A" and "B" reference words are

I T | L1 1 1
/I\ 1\ Distance to last reference
Distance to next reference
-1 implies that this reference is prior to the
register definition item (C.S. E. only)
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The total item may contain up to four "A" reference words and four "B' reference

words.

The suffix is

IIIOIOvIIII

/[\ Word Count
Item Identification

Number of "A" reference words

Continue item

Sequence Numbers

0,1 L 1940 (1 N

' ‘ Dictionary Number
Continue Flag

Inverse Level Number

Suffix
OIOIOIOIO Oll 0|o|0|013’
Successor item
L1 1 | Cor o 190 Sequence Numbers
0,219,2,%° L1 1 |
d\ /]\ Sequence of Referenced Continue

Extensibility Flag




0 0 0 0 20 0 0 0 2 Suffix
| | |
Instruction literal item
——" i
Words W1 through W4 of Suffix

File 8. 0 instruction literal

The suffix is

OOOIOO

| 1

00|004

Index map item

W

— T TN T

Index

Each index map word records the usage of ten fast registers
and is of the form

Map

=

Words Suffix

The suffix is E

Preferred register flags

0 0 0 0 0

0 - not preferred
1 - preferred

8.22
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TB distance item

OIOIOIOIOLOIO

A Distance to next TB command

0 000 0/0 5|00 001 Suffix

End of List item

The End of List item is merely a flag and carries information only by its presence.

Hence, only the suffix is required.

Suffix

0,0;0;0,0 0;6]0;,0;0,0,0

File 8, 2 Items

Continue item

L1 1 | l |
N / ' Level Number

‘ Serial Number
Item Identification
Major sequence of continue from File 8.0

I S I N B T
A A Serial Number
Major sequence of routine from File 8.0




Successor item

1
N Level Number

Serial Number
Major Sequence of continue referenced

L 1 1 I A I

/f\ Serial Number
Extensibility Flag

Sequence Number of successor from File 8.0

File 8. 3 Items

Entry Condition item

0
l L1 1 i 1

Serial Number
Item Identification

Sequence Number of continue
Fast Register assigned

I I I T | I |

Symbolic Name of Register
Condition 1 - index quantity

2 - arithmetic or C.S. E.

8.24

Note: for condition 2 the symbolic name is not required and is always made zero.
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"Exit Condition item

1
L1 1
/ﬁ ) Serial Number
Item Identification

Sequence Number of continue referenced
Fast Register assigned

A | | T |
/ N Symbolic Name of Register
Condition

Special Continue item

210 0,0 O
I O I | I

' A Item Identification
Sequence Number of continue referenced

Fast Register assigned

L1 1 1| 1 1 1

/[ N Symbolic Name of Register
Condition

File 8. 4 items

Fetch Request item

| I I l l
Fast Register assigned
T Level
Item Identification
Symbolic Name of Register




Sequence Numbers

Index Definition item

1

|
A Fast Register assigned
Level

Item Identification

Symbolic Name of Register

8.26
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9.0
PHASE IX

GENERAL DESCRIPTION

Phase IX is the editing phase of I.SC; it is divided into two parts, Phase IXa
generates error messages from probable source program errors detected by
Phases I through XIII. These errors are filed as two word error items in File 92
and the messages are written in File 93. Phase IXb produces the SAL lines from
the items in File 90 and File 94 and merges them with the original source state-
ments and error messages, File 93, to create the object program, File 10. The
dictionary, File 91, is available throughout Phase IX to provide the parameters for
the error messages and the names to replace numeric dictionary references in

instruction items,

When the object program has been completely generated, Phase IX writes
LSCOMPILED on the typewriter, reinitializes the communication region, and re-
turns to the control program. Refreshing the communication region permits succ-

essive compilations without an external restart of LSC.
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PHASE IXa

. Phase IXa writes an LSC error diagnostic message in File 93 for each probable
source program error detected by Phase I through XIII. These detected errors

were written in File 92 as two word items. The first word contains, the phase and
error number, the sequence number to be assigned to the error message and an
indication that the message does or does not contain a parameter. The second word
will contain the parameter or the dictionary reference of the parameter. The error
message skeletons which are assembled into Phase IX are located by phase and error
number; a % character within the skeleton indicated the position for the parameter, if
any. Phase IXa will delete all blanks following the parameter name since the
skeleton has the proper number of blanks to obtain the desired spacing. The item

written in File 93 is as follows:

Sequence F - ER Diagnostic message

w1 w2 w3 Wil

Detailed descriptions of file 91 and 92 are appended to this section of the manual.
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PHASE IXb

GENERAL DESCRIPTION

After Phase IXa, File 93 and File 94 are sorted (independently) on sequence.

File 93 contains the source program statements, ALPH lines generated by Phase I
fromFormat statements and Hollerith arguments, and the error messages genei'-
ated by Phase IXa. File 90 and File 94 contains pre-SAL items generated by
Phases IV and XIII; these items are to be edited into SAL lines and merged with
File 93 according to the assigned sequence numbers to form File 10, the object

program,
OUTPUT OPTIONS

File 10 is written on drum in an area specified by the communication region. The
output may also be printed under user option by presetting of two other words in the

communication region as follows:

1. CRHSP = 0; no printing

2. CRHSP # 0 and CROUT = 0; output on on-line high speed print num-
ber one

3. CRHSP # 0 and CROUT # 0; output on the uniservo spécified by

CROUT for off-line listing
DESCRIPTION OF FILE 10

The first line of the object program is a SAL LABEL line. The user may select any
name which is acceptable to SAL for his program as long as the first character is
alphabetic (to avoid possible conflict with LSC generated symbols). When compiling
a SUBROUTINE or FUNCTION, the name of the subprogram will be the symbol on
the LABEL line of File 10. For main programs, the symbol will be LSCODE unless



9.3

the first line of the soﬁrce program is a SAL LABEL line; in this case, the name on
the LABEL line will be the name of the object program. A directory may also be
specified by the user for inclusion in LSC compiled programs, except for SUB-
ROUTINE and FUNCTION. I a directory is to be specified it must appear immedia~
tely after the LABEL line, if any, in the source program and conform to SAL
specifications, particularly (for recognition by LSC) beginning with DIRECTORY and
terminating with ENDIRECTORY. The directory is merely copied by LSC without
attempting to detect errors within or initiated by the included directory. In the

absence of a directory, the standard SAL directory will be used by the assembler.

For main programs, the next line 10 will be a transfer to the first executable in-
struction compiled unless the source program contained SAL coding before the
first LSC statement which generated executable code. In the later case, the trans-

fer will be to the first SAL statement.

For SUBROUTINE and FUNCTION subprograms, the LABEL is immediately
followed by the VARIABLES line (s). The "variables' will be 9C¢M, 9TBL, 9STB
and all requiried I/O programs, math, library routines, all referenced external
functions. These "program variables' should generate LIB instructions for a main
program by the operation program. There is no analgous transfer instruction as in
main programs, since entry to subprograms is accomplished with a TB instruction
. to the name. These leading lines are followed by the merged original source state-
ments, comments, and LSC generated instructions and diagnostic messages. The

origin of these lines is indicated in columns 1 to 6 of File 10.

Columns 123456 origin
F source program LSC statement
C source program comment
S source program SAL line
F - ER LSC error diagnostic message

(blank) LSC generated line
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Each printed line of the object program will contain a % sign followed by the line's

twelve digit sequence number; this number is not included in File 10 on drum.

Following the END statement LSC writes an END OF TAPE line in File 10 to
signal to SAL the end of the program to be assembled.

A description of and corresponding examples for File 94 and File 90 items appear

below.

NAME GENERATION

LSC renames source program names only when they might be internally doubly
defined or incompatible with SAL requirements. There are three categories which

are renamed.

1. Numeric statement names are appended with L. (e.g., 17 becomes
17L),
2. Special SAL lexicon names (HERE, SAME, SEGii) are prefixed with

9, (e.g., SEG 48 becomes 9SEG48),

3. References to the name of a FUNCTION are treated as references to
the name prefixed by 8. (e.g.) FUNCTION PIE (A, PP, LE), ..

could generate:

PIE F #05 A
A #05 PP
A #05 LE
S #05 8PIE

FuneTY rAL d/ .
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There are six categories of names that are generated by LSC. All of them have a

numeric as the first character. These categories are:

1. COMMON storage is reserved via the symbol 9COM which is itself

defined in one of two ways:

A. If CRCOMM = 0 then: $STOR 9COM: N

B. If CRCOMM = 0 then: DEF 9COM: (CRCOMM)
C. If the program is a SUBPROGRAM : 9 COM is not defined.
2. Subscripted variables are located relative to 9COM or 9DAT by

defining them equal to a symbol generated from their sequence
number appended with A. e.g., DEF JEAN: 18A - 6 and DEF
18A: 9DAT + 147

3. Generated continues (statement names) are formed by appending X

to the sequence of the item to which the name should be attached.

4, Temporary storage locations necessitated by the generated code
are named according to type of quantity being stored and a sequence

number (denoted as ijk): The types of storage are:

A. Index $9Xijk
B. Parameter $9Pijk
C. Arithmetic $9Tijk
D. Subprogram $9Mijk or

$9Mijk; 2
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Generated instruction literals are named 9ITijk.

e.g., column: 12 17 18 19 60
F #13 9ITO012
9IT012 K TG #21 JEAN

A dictionary reference (i.e., name) is created for each argument of
a SUBROUTINE, FUNCTION, or ARITHMETIC STATEMENT FUN-
TION immediately after the name of the j)rogram. This name is gen-
erated from the dictionary entry number appended by AR.

e.g., SUBROUTINE KSFO(AARON, DON, JIM)

File 91 entry name
number

93 KSFO

94 94AR

95 95AR

96 96AR
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FILE 91 DICTIONARY FILE

File 91 consists of one word items containing one of the following:

1. 12 digits of alphanumeric information representing a given name

(left adjusted).

2. The low order part of a double precision numeric quantity in
floating point.
3. - Z AAAAA Ogggsg

Z =0 for positive AAAAA
Z =1 for negative AAAAA

A A A A A represents a numeric quantity to be added or subtracted
(according to Z) from the alphanumeric symbol located in File 91.by
(e888)
The (f f f f) digits of the mode word of an item, which has a dictionary reference,
will locate one of the above three words. I the sign is '"-", then type (3.) above

will apply.

FORMATION OF FILE 91:

At the start of each compilation DREF is set equal to 1, prior to filing a word in
File 91. The program uses the contents of DREF for the dictionary reference
digits (f f f f) in the mode word. The FILE program then advances DREF when the

word is filed.

Phase I files names of library programs, 1I/0 subroutines, the low order part of
any double precision number, and the generated name of the Hollerith arguments

of a CALL statement in File 91. Phase III files a name (in the dictionary) for each
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group hence all references to the same name will have the same value (f f  f) in
their mdde words. Phase V generates a word for subscripted references to
variables (format 3, above) whenever there is a numeriTc quantity (- I AAAAA)
to be added to a symbol for instruction generation. In this case Phase V replaces
the references to the name with reference to the word contaiﬁing the increment

and the original File 91 reference. °.
FILE 92 ERROR ITEMS FILE

Each LSC phase will write any detected error as a two word item in File 92, These

items will generate error messages in File 93 during Phase IXa.

File 92 Item Format

Word 1 Word 2
P E A B S w
2 3 1 1 5

Number of the phase that produces error item.
Error item number

Sequence number of the item that generates the error.

Parameter for error messages (if there is one).

> E 2 HE9

Determines mode of W as follows:

A Mode of W

0 alphanumeric (left adjusted)
1 numeric; use W as name dictionary
reference to get error message parameter

)

B: Degrees of fatality of error.

B=0, not so serious

B=1, serious source program error
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The error messages themselves are in sort on the phase and error number

(P and E), they have the following form:

P E C (Message) %  (rest of Message)
Wi W2 W10

The entire item has 10 words.

Cc=0, there is no parameter

Cc=1, there is a parameter

The "%" character is in the position in the message where the parameter is

to be placed (if there is one).
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W2ijladcd eee coo97 | 1 3&585(0‘))
wWillos 1 314 159 265 T
we |l oz 5 897 932 385

@ ( Lux“aaﬂ (‘equezt)

Generale !

( 33.1\50]) (Marke-’)
Lrad cos

cds

08U

(ockpot ifem I3 Fio)
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Tustrochon T tewms

Instt’u(;l'\-ow dems on File 9C and 94 ace. »AFouF werd J.}Ms .,iu,ﬂt ihe f.ro'lo._;,}yj 3ey\gra[_ _Fprmak

Wi &queu\ce_

W2 coo ¢ |

L tstrochion e

, & l‘tf"ls"‘er

A f‘esl:d’er

OP'Uah'on, code

> ke acl.ug d.\gl,l’
T= O == no trael-«:, di,sd'
T=7 =% nditecl addessiug
T # 0,7 =P the inclicated (Jls'd’

1

Dichoa(x:’ ?szPEMces , ef'c,.,
accmlluj 16 address mode.
{ co == B is absolule

ot =3 8 is relalive (ie. Ho4)
co == A 18 absolule

g

o1 => A is relolive (e, #AA)

. Adcldess mode <o b o7, 16 K 2)

, Luderal , J L ( Second (hC.hOV\aﬂj

lwq .’e.-ferznce_, ~-ror Adelress mode o'()

The —fo”o‘,almj 2eambles assume that a t\,orﬁov\ o{ the dictionary (F'Lk 91) is

ENTRY ~NAM F_-
196 TRuCIKK
\F7 NI 7
149 . cos
149 EBR
150 FLo
151 » COVVO VOOOCO
152 —lollovooid?




Lagre SciemTiFie comPiceER  Phase X o 14

INSTRUCTION ITEMS

Aadiress Mode F90 o F99 ‘tem Flo Uem.

absolule Wi Sequence
wello 93 0o 0o ocoood SLT 234461
W3llo oo oo oo 2d4¢i
wqg|l o o

relative adl Sequence

—fcrwat‘d Wefjo 70 9 <o ooool TE @ #o006 HERE +2
Wille ol o1 vo O OOV 2
wqll o O

relalive i Sequemnce

bad<ward [W2jjo 8o 12 o0 ©oocol BIT w12 HERE -7
W3llc 02 <1 oo ool
wq |l o O

Sc\.,mb,oﬁc wi Sequence
w27 4% of 22 cocol FF #0F TrRuck 12
willo ©3 ot oo 00146
W4 it o o

330'\50’;(’/ wi SBeqoence
W2flc 23 ¢33 ©3 ooool M o3 HIT-Woo Wo:
wWillo o©3 co ol coi47
wql| © o

S‘ﬂMLo\Z(-, wi Sequemce
w2lle 90 ©o o1 ooool T 20019 x  HoO)
w3l o o©3 co ol 20014
Wil © O
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INSTROCTION TTEMS (Conlt'uuul)

Adcdess

LQM'DOFSQJ

(, P aramele r)

-t,emkorerj

EQM ':-O l‘en:’
(arcthmelic)

_tgm}:orarg
(arcthmelic)

-rast ﬁzglsl'ef‘.

:rast t‘ej'tsfer

mMmode

F90 or F94 ilew

Wi Seguence

wW2ille 40 16 o©oO0 O OO |
Wl Ho ©g O O oo
W4g |l o o
Wi 3I2guence

W2 [lo 43 ic Ok COLOO|
W3 o oq o0  ©00 o211}
wWq || © o
Wi Sequence

W2ilo 40 ©9 oo o©00Qol
Wille ©4 oo o©o 3Boose
wq ll o o
Wi S|eguence

W2 lle 48 ©4 ©co ocool
Willo o©gq o co dossi
wqil o- o}
wi Segoence

w2llo 32 11 o COOOI
w3illo os oi Qo0 ODOTO
"wq O e S— SIS 4 1
Wi Sequence

W2jlo ol ©9 o7 ocoooi
Willlo o8 ol Lo]] oV vOoC
WYl o - o

9.15

F10 “Lkzan .

S #16
F lo
§ ©4
FF #o9
DR #
AX #H9

$ro

$ o121

goms2

$omssiy 2

99907

#7

O6
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INSTRUCTION I TEMS (cont'uwec\ )
Address mode F9o or =94 ‘Jem Fio dem
marker & Symbo’ Wi Sequence
w2 || 92 o©o0 oo COOO | T8 # oo cPs
W3 llo 0 of oo ocolgv®
w9 |lo ' o
marker 3 s..dmbo| Wi Sequence ‘
W2 o 91 oo ©0S o©oool ™= £88 & FLo ot
w3 o o7 oo O coi49
w4 o cools50
loatuhﬂ Wi Sequence
iheral W2 ||lo 02 o6 <o oocol A #oe (o.314159(01)
W3 llo 17 ©f o©0o o©ooooo
wg [los 13 14 159 ooo
double Pl‘eéls'ton \ad | Squence
Likeral W2 ||[© 16 o0 ©° oocol NN B oo  (~o.. 12395(-08)
(W3 jlo 1g 2 o©o oolS)
Wqg ||-42 1 2345 oooo
{’L'xed Wi Sequence
Likeral w2 |[|o o 14 oo oOoocol Ax ¥4 (1)
w3 o |9 ©I ©o ooovo
w4 Pe) OoFI
8 Box Wi Sequesnce
likeral W2 Jle 45 ©9 oo oooo! F o9 (88 co3 oco3sl
W3 ||l 20 0o oo Ooooo 00882)
W4 || 003 0ozl co 8F2
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INSTRUcCTION LTEMS (CO"‘E“"“Q“)

Adciress mode F90 or F9q Uewm Fio iem.

wstrockion Wi Rgyuence |

l—.“-l?fé\l._ W2 llo g3 20 9o oOoool F 20 kKoiTi23 {
W3llo &i 0OV 00 O OoOdo ‘ |
wq || o o

(T"\e. ne<l item wdl be 3iuen the
name c_:_". Hus ttteral..)

ne<t ‘tewm W S2gquence
we ]| 5 ©° ©9 °F 2999 K9IT123 Sk ©9 TRUC
Wllle ©3 co oo o0ooiqée og 5 |
wq || © o
l
&Mbo?a(\j Wi Bequence “
(Cmdu) w2 lle 43 19 oo ©oceocol Fo#g 159)(79 1

W3 |l ©oqg ol co 20079 1
w4 || ©: o




STATEMNMENT

LARC.

QEIENTIFIC COMPILER

Thase 1X

NOYME, TTEMS

Wi Saguence

we jjo o
w3 || © ool23
wq |l o o
Wi Jequemnce

w2 o
W3 023579
w4 )

9.18

Name wdl hz, the Cowt-%t‘s Q“ H?\s’f,.\--.
1234 ev\’Dj o the dlc\’ionar:j_ Fle Ol

Nawme  wdl be

A}

.

23579 X
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Open Aud read FII
(dicrionary)

y

NMes

Phase X

End of o 9003 t‘cﬁonerg Bo
fe ? long for auailable

1. Close F92 (error lrewas).

o Of’e“ F92 -for i‘e&:lw\e,

3. Exteud F93 for wribing.

“~do ERRORS"
e
— F93 98

S’e:iumc — word |

2. "F-_m“—. word 2

3, Error messaqe —

wordk B theo 11

F93

Readk F92 Urem.

Ev\o\_o_#\ Yes

\

No /. Dots message
Contain a
porameber ?

Yes '

Is parew.e\‘u
tw 248 sord o

Gd: Peraud.‘er
-FooM dfc,h:owal‘j .

F92 irem ?

Ves

Qc'alace each %% Ju etror

message b peraw\el'er worol,




LARe SCIenTIFIC ComPILER “Phase. X

@gq

1. Close FO3 -’-’on uor‘\,tiv\s.'

2. Sort F93

3. Opem F90, F9), F93 for
reaclung. .

4. Opew “Flo «(or wrltuxg.

5 )52k ’ Sek whp encl of fule

Conditions F90, F94

resek

s ) HO O

l. (crrAgL ) —> oL
2. et wp [LABEL olatstotel]
as fist F93 ‘rem

l‘f, one is being comptled.

( no durectory)

(crLaeL) = LScodE or the name
f a SuarRouTMNE ‘of r-‘uaic‘nou'

|| Octpot LageL ana
DREcTORY limes b fe 10

|

SUBROLTINE =+
FONCTION

as next F93 ilem.

, Qeed —Ft'l'st' ‘Uewm /Fbow\,

F9o aud F94

1

9.20

Sekwp [T (crs) ] (T'a"“‘f" b forst )
executable statemenl
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LARC SCIENTIFIC COMPILER

output NE — Fio

read. next

F94 item

“NariAeLes™

read nesdc
F93 cleua

outpot F93
ilem —> FiLe 10

Phase X

9.21

"End OF TAPE®

—s FIO

LSCOMPILED on
LQPMLEI’.

L

Reimitiliglize

mmounacabion,

M_gion .




|
|

LARC S[CIENTIFIC ComPILER

O — char. count
q —» word covnt.

Phase X

Conkbumuation merk |

(5= i

“ 9COM“ ——

(Coku!: limc.)
to ol N

FOq rlem

1. word 3 of F9q ilems
—+ variable line.
2, 9 —» vanable lime
3. char count + # char.

B Cakﬂf. CM.

I b - Faa

Converls Lne
o o

)

9.22

(9*5

nal end o
VARIRBLES
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Phase 1X

9.23

% —> col. 19 of LinE

|

LINE —» FlO

( N\uU:L’a‘c o:mtinws)

-fbr same line

d\
>

<

]

I, Convest DREF B A N

" | 2. Appench X

(2oouqx)

Ceb nawne -F(‘OM
Adichion ary,

name —» col. 12 B l?
o_ﬁ LINE

9BoTH

(—l'o Se,t next u.vtstruc,h'ow U’e:w\)



LARC SCIiENTIFIC COMPILER

(Imstrucﬁon J'em)

9801>

AA —o LINE —,

goic

¢

' ?l\ase.v

Blawk —» LINE

Preokswss Moaddness
Bn wmskruckiow
Qleral ?

1. Name c,‘, Literal —o aal,lz—ol']
K —s coll8.

9oic (Generate ™M address - next Page,)

S

Blank —s LINE

y . LA‘—V\&-
Y —

| ©O —p WINE

=
-1-:7 e

bo—r LINE (mdirect address )

=+

(B ootput Line B F'O)




exé\MHe,

23461

HERE+ 2

HERE - 177

TROUCK
HIY7 - oo
20014 X

$9 PO
$oT21

3979
3§ Ims2

$9mssiy 2

o7

Cos 3 cos

Ese & FLo

LARC SCIENTIFIC CoMPILER

Phase TX

Oolc

NoN - LITERALS

(6(‘anc1'\ on M mode ID)

LITERALS

(o \_Floating _

b

8 double - preasion -

absolufe . ,
Sﬂl{’- relafive + Mg,
el pelafise — Moo
sSymbolic - ®
Temborany (M o Ja—r
fast tegister (M os)

macker & symbol )

o6

k655>-&uA

& Box

Mo, ustrodtion

marcker & Symbol

Mo.(

901D

9.25

exé\MHe.

(o2 (-ox))

(0. 314159 (o))

(0. 12346 (-08))

(81)

(86 6003 ©o3)
00832)

9xT1 23

Q01D
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CRHSP ;o

+

Rw‘;gsa‘.
Pk Fl1o on Nﬂk SP&A
printer or s'uq.[f«d Uniservo

(no Powd.'wug)
Ca.uiu\g Seguence:

T8 Ho FiILE + F1O

Has last No

wa\kig ted ?

Ves

Pt‘imh,'n Y T U I —

Mose lo wordg B prut

buffer; conver E;Ms any

u“‘:o‘wxauc charactrers
e ~

Cowvesrl quuemce_ nomber
o ol Move & & 13

word af  buffer.

Set w}.—» H<P
Summary oiders,

H ) Loc
T6 #o O PTNTL
@d_'brvx
Set wp RBpe sSummary
lorders forlape

specfied by cReOT

v

Isgoe Summary
orders.
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